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Abstract: A role-based teaching approach was proposed in order to decrease the cognitive load
placed by the case-based teaching method in the undergraduate novice programmer comprehension.
The results are evaluated by using the SOLO (Structure of Observed Learning Outcomes) taxonomy.
Data analysis suggested novice programmers with role-based teaching tended to experience better
performances, including the SOLO level of program comprehension, program debugging scores,
program explaining scores, except for programming language knowledge scores, compared with
the classical case-based teaching method. Considering the SOLO category of program comprehen-
sion and performances, evidence that the roles of variables can provide scaffolding to understand
case programs through combining its program structure with its related problem domain is dis-
cussed, and the SOLO categories for relational reasoning are proposed. Meanwhile, the roles of
variables can assist the novice in learning programming language knowledge. These results indicate
that combing case-based teaching with the role of variables is an effective way to improve novice
program comprehension.

Keywords: undergraduate novice programmer; program comprehension; case-based teaching; roles
of variables; SOLO taxonomy

1. Introduction

As a novice, computer programming learning is a complex task [1,2]. Approximately
26.4% of computer science students from the Luoyang Institute of Science and Technology
(LIT) did not pass the C language programming subject in the first semester from 2007 to
2014 [3]. Data from all over the world also indicate that more and more students do not
want to pursue a major in computer programming in higher education [4]. One reason why
students fail to learn programming might be that novice programmers struggle to perform
relational reasoning [5] due to some misconceptions about variables [6]. As a result, they
are usually either unable to accurately understand the fundamentals of programming [2]
or combine the various statements and structures of the programming language into a
valid program [7].

Programming is one cognitive task. Programmers require logical thinking together
with technical skills. Over the past decades, many instructional methods and pedagogical
techniques have been proposed to improve students’ programming learning, such as creat-
ing games, live coding [8], case-based programming [9], and so on. Despite the differences
among these teaching methods, most share the same basic point view: assisting the novice
in program comprehension. The engagement with relational reasoning explicitly through
program comprehension, e.g., reading, explaining, and debugging, could significantly
improve novice program skills [10,11].

Concerning the most effective way to teach novices program comprehension, the
case-based teaching method is usually used, which is a highly adaptable style of teaching
that involves problem-based learning [12]. Previous studies have shown that case-based

Information 2021, 12, 424. https://doi.org/10.3390/info12100424 https://www.mdpi.com/journal/information

https://www.mdpi.com/journal/information
https://www.mdpi.com
https://orcid.org/0000-0002-0346-6071
https://doi.org/10.3390/info12100424
https://doi.org/10.3390/info12100424
https://creativecommons.org/
https://creativecommons.org/licenses/by/4.0/
https://creativecommons.org/licenses/by/4.0/
https://doi.org/10.3390/info12100424
https://www.mdpi.com/journal/information
https://www.mdpi.com/article/10.3390/info12100424?type=check_update&version=1


Information 2021, 12, 424 2 of 14

teaching can cultivate a higher level of critical thinking and foster creativity [4] and problem-
solving skills [13]. These capabilities are necessary for novice programmers to comprehend
programs. However, understanding the structure of the case programs, discussing and
debating problem-solving strategies, and relating case problems to relevant theoretical
knowledge all impose cognitive loads on novice programmers. Various pedagogical
techniques, such as visualization, creative interaction, and animation, were utilized to assist
novice programmers in literature program codes. However, the program comprehension is
still challenging.

Prior research shows that the roles of variables enable novice programmers to engage
in programming in a comprehensive and expert way [3,4,14]. Understanding programs is
crucial to program comprehension. If we provide novice programmers with the roles of
variables, they will understand the case program reasonably and improve their problem-
solving performance, which in turn improves their programming learning outcomes.

We carried out one experiment on program comprehension in the C language pro-
gramming course with the case-based teaching method to investigate our hypothesis. The
SOLO (Structure of Observed Learning Outcomes) taxonomy was adopted to test whether
the roles of variables can provide scaffolding to enhance the pedagogical effect.

2. Literature Review
2.1. Case-Based Teaching

Case-based teaching is a term of practical teaching approach, and it has been used
successfully from as early as 1870 [15]. A case is a way to bridge the abstract nature of
principles and teaching standards to classroom practice [12]. By using cases, the teacher
can present students with examples or best practice models which can describe theoretical
principles in practice. Previous studies have shown that case-based teaching can foster
students’ ability to analyze complex problems and to practice decision-making through
group discussion. Meanwhile, case-based teaching can increase the student engagement in
class activities, which promotes learning and increases achievements [16–18].

Case-based teaching has been successfully used in computer programming courses [19,20],
and it is useful for deepening the understanding of the meaning of the concepts and to
improve the design of the program [21]. Moreover, the effectiveness of case-based teaching
in computer programming language is not related to entry qualifications [22].

However, learning about computer programming with the case-based teaching method
is a big challenge to novice programmers. Novice programmers typically lack computer
programming theoretical knowledge and programming experience. Case-based teaching,
on the other hand, relies heavily on discussion and debate of the case issues and the ar-
ray of potential solutions [23]. To discuss and debate on a case program, students need
to understand the structure of the program and to relate it to relevant experiential and
theoretical background. The teacher should carefully structure case-based instruction of
novice students in order not to hinder acquisition of introductory domain knowledge [24].
Traditional case-based teaching with statics materials fails to teach program learning due to
students’ poor program understanding [25]. A dynamic learning environment, for example,
education games [26], should be employed to develop students’ mental representation
of the problem [22,26,27]. Higher-level knowledge beyond the syntax and operation of
computer programming is also needed to enable students to comprehend the case program
at the early stage of case-based programming learning [28]. In brief, how to alleviate the
cognitive loads placed by the case-based teaching method is still a hot topic to resolve in
novice program learning.

2.2. Roles of Variables

Roles of variables are a conceptual framework that can be utilized to improve novice
program learning. The concept of the roles of variables was introduced by [29] after he
found: (a) variables used in programs have several standard use patterns and (b) 99% of
variables in novice-level procedural programs could be covered by only ten roles. A role is
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characterized by the sequence of continuous values of a variable and its dependency on
other variables, rather than the way that the variable is used [29]. There are eleven kinds of
roles of variables in the novice C language programming, including Fixed, Value, Temporary,
One-way flag, Most-wanted holder, Most-recent holder, Gatherer, Organizer, Container, Follower,
Stepper, and Walker [14].

Roles of variables represent programming knowledge at a level higher than simple
programming language knowledge [30]. Therefore they can be explicitly taught to stu-
dents. Prior researches suggested that roles of variables could promote the programming
learning of novice programmers and help students to comprehensive programming [31,32].
Students with the role-based teaching method tended to stress deep program structures
as experienced experts while they had fewer problems with the adoption of variables in
program learning [33].

Can roles of variables be employed by the program comprehension with the case-
based teaching method in order to help novice programmers perform the discussion and
debate of the case issues and the array of potential solutions? This is a fresh idea that can
be adopted to alleviate the cognitive loads placed by the case-based program learning.

2.3. SOLO Taxonomy for Program Comprehension

SOLO (Structure of Observed Learning Outcomes) taxonomy presents a way to de-
scribe the increasing complexity of learners’ activities. SOLO is one of the most commonly
used taxonomies, which is based on the integration of details into a structural pattern
(qualitative) and the amount of learners’ knowledge (quantitative) [34]. Using this taxon-
omy, students’ responses will be classified according to the level of integration rather than
absolute correctness [35].

SOLO can be adopted to reliably encode student responses for program comprehen-
sion questions [34,36,37]. There are three reasons, including (a) SOLO enable a teacher
examine how well a student can read several lines of code and integrate them into a valid
program [37]; (b) SOLO is a useful organizing framework for comparing and evaluating
work related to the assessment of novice programmer through reading problems [38];
and (c) the SOLO categories are consistent with the performance of students in program
comprehension [36].

Program comprehension is a cognitive process. To understand how to better pro-
gram, both the holistic point of view and the local perspective are required, which have
students see both “the trees” and “the forest” [5]. The SOLO categories schema of program
comprehension proposed in [35] (see Table 1) was used in this study, which has proven
to be the most accurate and effective educational taxonomy for evaluating programming
understanding [10,34,38,39].

Table 1. SOLO categories for program comprehension [35].

SOLO Category Description

Relational (R) A summary of what the code does in terms of its purpose (the forest)

Relational Error (RE) A summary of what the code does in terms of its purpose, but with
some minor error

Multistructural (M) A line-by-line description of all the code (the trees)

Other (O) Any other description of part or all of the code, displaying no real
evidence of understanding of the code as a whole

2.4. PlanAni System

It is a great challenge job for novice programmers to identify roles of variables and
following program execution. Fortunately, the program visualization is a productivity
tool that can increase roles of variables teaching effectiveness. In this investigation, a
visualization tool named PlanAni system was employed.

PlanAni system is a productivity tool supporting the concept of the roles of the variable
(see Figure 1). In PlanAni system, each variable in the computer program is visualized as a
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role image. For example, variable “false” is a role of fixed value, and is visualized as a stone
in Figure 1, giving the impression that the value of a role of fixed value is initialized and
cannot be changed. In addition to role images, role character animations are also employed
to visually demonstrate the operations of variables by PlanAni system. For example, the
animation of assignment to a stepper is that a footprint rolls smoothly along the footsteps,
which implies the fact that the new values of steppers are known to be a succession of
values from the beginning [30].

Information 2021, 12, x FOR PEER REVIEW 4 of 14 
 

 

example, the animation of assignment to a stepper is that a footprint rolls smoothly along 146 

the footsteps, which implies the fact that the new values of steppers are known to be a 147 

succession of values from the beginning [30].  148 

Table 1. SOLO categories for program comprehension [35]. 149 

SOLO category Description 

Relational (R) 
A summary of what the code does in terms of its purpose (the 

forest) 

Relational Error (RE) 
A summary of what the code does in terms of its purpose, but 

with some minor error 

Multistructural (M) A line-by-line description of all the code (the trees) 

Other (O) 
Any other description of part or all of the code, displaying no real 

evidence of understanding of the code as a whole 

 150 

Figure 1. The interface of the PlanAni system. 151 

2. Research method 152 

2.1. Participants 153 
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3. Research Method
3.1. Participants

A total of 57 first-grade undergraduate students were enrolled in this research, all of
whom were majoring in computer science and technology from the Luoyang Institute of
Science and Technology (LIT). They all attended the C Language Programming Course
in the second semester of the 2018/2019 school year, which is a mandatory subject with a
total of 36 class hours, including 8 laboratory exercises and 28 theoretical lectures.

One control (N = 27) and one experimental (N = 30) group were used in this study,
which were randomly assigned based on the two intact classes. Therefore, nonequivalent
pre-test post-test control group design was used.
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3.2. Instruments

Three types of instruments, SOLO levels of the program comprehension, case-based
teaching method, and PlanAni system were used in the study.

3.3. Procedure

The experiment started from the first week of the second semester of the 2018/2019
school year, lasting over eighteen weeks with two class hours per week. Experimental group
students were instructed with a revised case-based teaching approach supported by roles
of variables (named role-based teaching method) in learning the C Language Programming
Course. In contrast, control group students used the classical case-based teaching method.
Figure 2 is the diagram of the educational activities in the traditional group (left side) and
the role-based group (right side). Activities of the theoretical lectures are depicted in the
upper part of Figure 2, and laboratory exercises are in the lower one. Activities with dotted
borders are conducted by the teacher, activities with dashed borders are carried out by
students, and the others are completed by the teacher and students together.
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Before the semester, the researchers collected some case programs and made them
into handouts. In addition to the handouts, the definitions of the eleven roles with short
program examples in C language described in [40] were printed as booklets to conduct the
role-based teaching in Chinese. At the beginning of the course, all students were presented
with the printed handouts. However, the booklets on the roles of variables were only
handed out to students from the role-based group.

The theoretical lectures and laboratory exercises of the course were methodically
conducted. The pedagogical resources, such as case programs, laboratory tasks, homework
assignments, and the sum of teaching time, were the same in the experimental and control
groups, but roles of variables were only carried out in the experimental group (see Figure 2).

The C Language Programming Course in the experimental group was conducted as
follows. Firstly, the role of the variable was gradually presented in the theoretical lectures
(see Figure 2). The teacher provided some basic concepts of C programming language
covered by case programs. As a new role appearing in the case program, the teacher
instructed its definition in detail with the role-based animation and provided students with
a case program in the PlanAni system (the more information about PlanAni can be found
in the coming related contents). Thereafter, the teacher will repeat the informal definition
and characteristics of a role whenever it reappeared in the forthcoming case programs. In
practice, the code tracing and debugging technologies, supported by the generic visual IDE
(Integrated Development Environment), were employed to visually show the life cycle of
the variable and intuitively elaborate the function of a role. The teacher set breakpoints in
the program codes and systematically explained the sequence of states of each variable
role and its dependency on other variables with the visual debugging tools of IDE, such as
QuickWatch, Step over, Set Next Statement, and so on. During the process, the teacher and
students predicted the following states of a variable and the other variables it depended
on, viewed its execution process, and checked the final execution result. To deepen and
consolidate students’ understanding of the roles of a variable, in the next two homework
assignments, participants must outline the role and reason for its adoption.

Secondly, the role of the variable was systematically practiced in the laboratory exer-
cises (see Figure 2). Three educational activities were required to make students exactly
understand the roles of variables and appropriately apply them to the program compre-
hension: (a) students were asked to read a straightforward case program carefully selected
by the teacher for 10 to 15 min; (b) students compiled a complex computer program by
revising the example program; and (c) students were required to identify the roles in their
program and then explain the life cycle of the variable to the teacher or their peer students
with the visual IDE as demonstrating the results.

At the last stage of the course, all participants were asked to complete a final examina-
tion. The final exam was a two-hour paper-and-pencil test including four types of items:
basic knowledge questions (including the true or false questions (TFQ) and multiple-choice
questions (MCQ)), program explaining (EXPL), program debugging (DBG), and program
construction (CONS).

3.4. Data Collection

Two variable data sets were collected: the final paper-and-pencil test results and SOLO
levels of the program comprehension.

Previous studies suggested that the SOLO level of the responses to program expla-
nation was consistent with program comprehension. There were two steps to obtain the
SOLO level of program comprehension. First, a participant’s answers to EXPL were as-
signed SOLO levels according to Table 1. Then, the SOLO level received was converted into
corresponding scores. Table 2 is the numeric SOLO categories of program comprehension
adopted in the present study.
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Table 2. Numeric SOLO categories of program comprehension.

SOLO Category Converted Score SOLO Category Converted Score

R 4 M 2
RE 3 O 1

4. Results and Findings

An independent t-test of the final paper-and-pencil test scores of the two groups was
conducted to evaluate the overall effectiveness of the role-based teaching method. As
shown in Table 3, there was a significant effect for the teaching method, t(2.61) = 55.0,
p = 0.012, with students from the experimental group receiving higher scores for the final
paper-and-pencil test than from the control group. The mean of final paper-and-pencil test
scores in the experimental group was 10% more than the control group, suggesting the role-
based teaching method was more effective than the classical case-based teaching approach.

Table 3. Results of the t-test of the final paper-and-pencil test scores.

Group N M SD t df p

Experimental 27 79.7 10.01 2.61 55 0.012
Control 30 71.8 12.65

Some data analyses were carried out to understand much more about the difference,
especially the effects of role-based teaching on novice program comprehension. Firstly, a
Mann-Whitney U test of the scores for TFQs and MCQs was conducted because these scores
were not normally distributed. Table 4 showed that the score of TFQs and MCQs in the
experimental (Mdn = 32) group was the same in the control group (Mdn = 33.5), U = 509.0,
p = 0.095. TFQs and MCQs are related to the programming language knowledge of C
language, which is the basis for program comprehension. Given the exact distribution of
the scores of TFQs and MCQs achieved, it will imply that the learning of the programming
language knowledge about C language was sufficiently carried out in the experimental
and control groups.

Table 4. Results of the Mann-Whitney U test of the scores for TFQs and MCQs.

Group N MR U z p

Experimental 27 25.15 509.0 1.67 0.095
Control 30 32.47

Secondly, to evaluate the effect of the role-based teaching method on the ability to
comprehend the program, a Mann-Whitney U test of the SOLO scores of responses for
EXPL, between the experimental and control groups was used due to the non-normal
distribution of the numeric SOLO scores. Table 5 showed that the SOLO score of response
for EXPL was higher in the experimental (Mdn = 3.5) than in the control group (Mdn = 2.5),
U = 263.5, p = 0.019. In Figure 3, 37% of the students from the experimental group achieved
a whole SOLO level of program comprehension compared to 17% of the control group.
These results indicated that students with role-based teaching tended to understand a
program from a relational view corresponding to the control group.

Table 5. Result of the Mann-Whitney U test of the SOLO scores of responses for EXPL.

Group N MR U z p

Experimental 27 32.24 263.5 −2.36 0.019
Control 30 24.28



Information 2021, 12, 424 8 of 14

Information 2021, 12, x FOR PEER REVIEW 8 of 14 
 

 

distribution of the numeric SOLO scores. Table 5 showed that the SOLO score of response 255 

for EXPL was higher in the experimental (Mdn = 3.5) than in the control group (Mdn = 256 

2.5), U = 263.5, p = 0.019. In Figure 3, 37% of the students from the experimental group 257 

achieved a whole SOLO level of program comprehension compared to 17% of the control 258 

group. These results indicated that students with role-based teaching tended to under- 259 

stand a program from a relational view corresponding to the control group. 260 

Table 5. Result of the Mann-Whitney U test of the SOLO scores of responses for EXPL. 261 

Group N MR U z p 

Experimental 27 32.24 263.5 -2.36 0.019 

Control 30 24.28    

Lastly, an independent t-test of the EXPL scores between the experimental and con- 262 

trol groups was used to test whether the students from the role-based group performed 263 

better in EXPL than the classical case-based group. Table 6 showed that the EXPL scores 264 

in the experimental group were significantly higher, t(2.72) = 55, p = 0.009, than in the 265 

control group. The mean EXPL score in the experimental group was 9% higher than the 266 

control group. The results indicate that the role-based group outperformed the traditional 267 

group in EXPL. 268 

 269 

Figure 3. Distribution of the SOLO scores of program comprehension. 270 

Furthermore, to test the effectiveness of the role-based teaching method in program 271 

debugging, a Mann-Whitney U test of the DBG scores was also conducted between the 272 

experimental and control groups. Table 7 showed the DBG score was higher in the exper- 273 

imental group (Mdn=8) than in the control group (Mdn=5.5), U=164.5, p<0.001. 274 

Figure 3. Distribution of the SOLO scores of program comprehension.

Lastly, an independent t-test of the EXPL scores between the experimental and control
groups was used to test whether the students from the role-based group performed better
in EXPL than the classical case-based group. Table 6 showed that the EXPL scores in the
experimental group were significantly higher, t(2.72) = 55, p = 0.009, than in the control
group. The mean EXPL score in the experimental group was 9% higher than the control
group. The results indicate that the role-based group outperformed the traditional group
in EXPL.

Table 6. Results of the t-test of the EXPL scores.

Group N M SD t df p

Experimental 27 24.0 3.45 2.72 55 0.009
Control 30 21.3 3.98

Furthermore, to test the effectiveness of the role-based teaching method in program
debugging, a Mann-Whitney U test of the DBG scores was also conducted between the
experimental and control groups. Table 7 showed the DBG score was higher in the ex-
perimental group (Mdn = 8) than in the control group (Mdn = 5.5), U = 164.5, p < 0.001.
Meanwhile, the scores of DBG of the experimental group were between 8 and 10 (about
67%), while between 4 and 6 (about 67%) in the control group (see Figure 4). These results
suggested that the students in the experimental group received better scores of DBG than
the control group.
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Table 7. Result of the Mann-Whitney U test of the DBG scores.

Group N MR U z p

Experimental 27 37.91 164.50 −3.89 <0.001
Control 30 21.00
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5. Discussion

This research reveals that the role-based teaching method can yield better achieve-
ments than the classical case-based teaching approach. In the final exam, 11% of students
in the role-based group achieved the same or higher than 90% accuracy, compared to 5% in
the classical case-based group. In the program explaining, the mean score was increased
by 9% by using the role-based teaching method. Meanwhile, in program debugging, 22%
of students in the role-based group received full marks, compared to 10% of the classical
case-based group, as shown in Figure 4. Apart from programming knowledge, practical
skills are essential to novice programmers. Case-based teaching can help programmers
go beyond program comprehension to integrate programs with programming language
syntax and semantics [21]. Roles of variables can teach novice programmers to understand
computer programming [14]. Studies suggested that ‘understanding’ and ‘application’
can improve students’ intentions to learn programming, and motivation can significantly
enhance students’ performance [2,7,21,22].

This research also suggests that the students with role-based teaching tend to present
relational answers to the program explanations, which helps them to become experts.
In Figure 3, students with SOLO scores of program comprehension of 3.3, 3.7, and 4.0
accounted for 37%, 22%, and 37% of the total number of students in the role-based group,
compared to 37%, 20%, and 17% of the classical case-based group. The SOLO score of
program comprehension of 3.3, 3.7, and 4.0 mean that students scored out of one, two, or
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three full SOLO scores of responses for EXPL. According to Tables 1 and 2, a full SOLO
score of program comprehension indicates that a novice programmer can read the code
reasonably and systematically and extract their objectives. Expert programmers were
good at presenting their program summaries by concentrating on both language-level
concepts and problem domain-level concepts [41]. Thus, these results imply that the roles
of variables can help the novice read several lines codes and integrate them into a coherent
structure [33] like an expert.

This research show that instead of using the classic case-based teaching method
focusing on programming language syntax and semantics or example programs, the
teacher might utilize the roles visualization and program explaining to teach the student
programming language knowledge about C language. There was no significant difference
in their scores of TFQ and MCQ between the experimental and control groups. We did
not expect this result. In addition to the C language programming, in the case of the same
length of time, the students from the experimental group also needed to learn the concept
of the roles of variables. Identifying the roles of variables and following program execution
are not easy tasks for novice programmers, so students need to devote more time to learn
about the roles of variables. The following reasons might be involved to explain this result.
Firstly, visualizing roles information improved the learning of the programming language
knowledge about C language. In this research, the role-based animations by the PlanAni
system were adopted to help the novice learn the concept of the roles of variables. Roles
of variables, on the other hand, are related to programming language knowledge, and
they always be instructed with example programs. By understanding the operation and
adoption of the roles of variables, the novice can know what a variable is, and how it is
used in a program. For example, by watching the animation of stepper and learning the
concept of stepper, the novice can know what the loop structure is and how it works in a
program. Comparing to the learning with the text only, visualizing the loop structure by the
role-based animation is more effective. This opinion supports that visualization techniques
can motivate students to engage in programming and help them learn significantly more
programming concepts [2,42].

Secondly, program explaining assisted the novice in learning the programming lan-
guage knowledge about C language. Programming learning is highly complex, including
acquiring programming knowledge and developing programming skills [43]. Even at the
level of computer literacy, it requires the construction of conceptual knowledge and the
structuring of basic operations (such as loops, conditional statements, etc.) into schema and
plans. In this research, experimental group students were required to list all roles in their
homework. In the laboratory exercise, participants were asked to learn conceptual program
knowledge by reasoning and to explain the roles of variables. Some studies reported
that program explaining and reasoning could significantly improve novice programmers’
understanding of abstract program language concepts [44,45].

Furthermore, this article implies that the grade and SOLO taxonomy can effectively
evaluate the educational achievement as long as the assessment model is appropriate.
Programming is a complex cognitive process. A teacher must select the appropriate
educational assessment tools to accurately evaluate students’ learning achievements and
conduct the programming teaching work efficiently during the course. In this research, we
noticed that the effects of the role-based teaching method can be reflected not only by either
the SOLO level of program comprehension but also by the accuracy of program debugging
and program explaining. This finding suggests that, during the learning proceeding, the
teacher can use the SOLO category to analyze students’ level of program comprehension,
helping them design a personalized learning path.

Meanwhile, the teacher can also employ the final scores for program comprehension
to test the ability of the novice to understand programs. This finding stands on the
opposite side of [33], which reported that students’ grades could not improve program
comprehension by the role-based teaching. The following reason can be used to make our
results sense. Grading was found to reflect teachers’ expectations of “quality” answers [33].
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Based on these results, we can conclude that the roles of variables provide scaffolding
to assist novice undergraduate programmer comprehension with case-based teaching
effectively. The SOLO taxonomy can be used to assess the ability of the novice to understand
a program.

6. Conclusions and Recommendations
6.1. Conclusions

Learning program comprehension is a big challenge to novice programmers. Our
findings demonstrate that the roles of variables can significantly improve the novice pro-
grammer’s comprehension of C language with the case-based teaching method. Data
analysis suggests that the improvement contributes to the SOLO level of program com-
prehension, debugging scores, and explaining scores, but no programming language
knowledge scores.

Meanwhile, this study shows:
(1) The roles visualization and program explaining can play in teaching the student

programming language knowledge instead of focusing on programming language syntax
and semantics.

(2) Students with role-based teaching tend to present relational responses to program
comprehension, making them compile complex programs like experienced programmers.

6.2. Recommendations

In this section, we present some practical suggestions on roles of variables.
A teacher can directly employ the SOLO categories and PlanAni system adopted in this

study to teach novice programmers C language learning. However, the roles of variables
in other programming should be reorganized and designed because the programming
knowledge, especially in the operation of variables, is very different [4]. Case programs
should be carefully selected to cover all roles of variables.

The latest study shows that the home language has an effect on enhancing outcomes
of programming learning. We suggest that a teacher can translate the definition of roles
and variables into the home language [2].

In this study, all teachers agree that the more general the answer to program explaining
is, the higher the ability. Thus, teachers in our study gave better grades for superior
program comprehension skills. We think that the SOLO taxonomy can be utilized to
evaluate students’ ability to deploy relational reason in the other subjects. Therefore, we
extended the SOLO categories for relational reasoning as shown in Table 8.

Table 8. SOLO categories for relational reasoning tasks.

SOLO Category Description

Relational (R) Students associate the concept/process and combine them into relevant
conclusions (the forest)

Relational Error (RE) Students associate the concept/process and combine them into relevant
conclusions, but with some minor errors

Multistructural (M) Students use the concept/process, but find no relationship between the
information, so the conclusions are irrelevant (the trees)

Other (O) Any other description of part or all of the concept/process, displaying
no real evidence of understanding of the piece of information

7. Limitations and Future Work

One of the major limitations in the present study is that we did not measure the
program comprehension using web-based learning. Web-based programming learning
will pressure students and discourage novice programmers due to its poor interactivity [2].
The cognitive loads of programming learning placed by web-based learning are higher
than by face-2-face teaching. Future work could conduct such experiments to examine the
effectiveness of the roles of variables.
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Another limitation of our research is the number of paper-and-pencil tests. We only
carried out one final paper-and-pencil test. Therefore, our findings cannot measure the
dynamic effectiveness of improving novice programmers’ program comprehension. Future
work could increase the times of trials to test the effectiveness of the roles of variables in
the different stages of programming learning.
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