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Abstract: The open-source software platform hosts a large number of software defects, and the
task of relying on administrators to manually assign developers is often time consuming. Thus,
it is crucial to determine how to assign software defects to appropriate developers. This paper
presents DARIP, a method for assigning developers to address software defects. First, the correlation
between software defects and issues is considered, predicting related issues for each defect and
comprehensively calculating the textual characteristics of the defect using the BERT model. Second,
a heterogeneous collaborative network is constructed based on the three development behaviors
of developers: reporting, commenting, and fixing. The meta-paths are defined based on the four
collaborative relationships between developers: report–comment, report–fix, comment–comment,
and comment–fix. The graph-embedding algorithm metapath2vec extracts developer characteristics
from the heterogeneous collaborative network. Then, a classifier based on a deep learning model
calculates the probability assigned to each developer category. Finally, the assignment list is obtained
according to the probability ranking. Experiments on a dataset of 20,280 defects from 9 popular
projects show that the DARIP method improves the average of the Recall@5, the Recall@10, and the
MRR by 31.13%, 21.40%, and 25.45%, respectively, compared to the state-of-the-art method.

Keywords: defect fixing; developer assignment; prediction of related issues; heterogeneous
collaborative network

MSC: 68M20

1. Introduction

GitHub is a web-based project-hosting platform [1–3] that provides an Issue-Tracking
System to help users manage issues that occur in their projects. In the Issue-Tracking
System [4,5], users can report software defects found during development [6–8], project
managers can assign software defects to appropriate developers, and other developers
can participate in discussions around defects of interest. However, with over 200 million
open-source projects and 1.2 billion issues hosted on the GitHub platform worldwide, there
are a large number of software defects that need to be fixed every day. Manually assigning
developers to software defects by managers alone can be a tedious and time-consuming
task [9–12]. To streamline this process, researchers have conducted studies on the task
of assigning or recommending developers [13–22]. For example, Yang et al. [13] filtered
developers from historical defects by calculating textual similarities between different soft-
ware defects, and then assigned developers to software defects based on their development
experience. Aung et al. [14] processed code snippets and text information in defect reports
separately and improved the performance of developer assignments through joint learning
of developer assignment tasks and label classification tasks.

Empirical studies have shown that some software defects may be related [23,24], and
two related software defects could involve the same source code file. Almhana and Kessen-
tini [25] define dependencies based on two software defects involving the same source code

Mathematics 2024, 12, 425. https://doi.org/10.3390/math12030425 https://www.mdpi.com/journal/mathematics

https://doi.org/10.3390/math12030425
https://doi.org/10.3390/math12030425
https://creativecommons.org/
https://creativecommons.org/licenses/by/4.0/
https://creativecommons.org/licenses/by/4.0/
https://www.mdpi.com/journal/mathematics
https://www.mdpi.com
https://doi.org/10.3390/math12030425
https://www.mdpi.com/journal/mathematics
https://www.mdpi.com/article/10.3390/math12030425?type=check_update&version=2


Mathematics 2024, 12, 425 2 of 24

file. They leverage the dependencies to help resolve the task of developer assignment on
the Mozilla platform. Jahanshahi et al. [26] discovered that some software defects may be
blocked by others during the repair process. They studied how to assign developers for
software defects based on their blocking relationships. Since there are correlations between
software defects for reasons such as involving the same source code files or blocking rela-
tionships, referring to related software defects may help assign appropriate developers to
software defects. However, most existing studies only consider the characteristics of the
current software defect itself and overlook the correlation between software defects when
automatically assigning developers to software defects.

Meanwhile, existing studies do not consider developers’ different development behav-
iors when collecting candidates and extracting their characteristics [27,28]. For example,
Xuan et al. [28] considered the commenting behavior among developers to build social net-
works and designed a model for assigning developer priorities. Considering the different
behaviors of developers can help to understand their characteristics, which can help to
assign the appropriate developer to a software defect.

This paper proposes an automated Developer Assignment method for open-source
software defects based on Related Issue Prediction, named DARIP. First, this paper extracts
the text vectors of software defects and all their historical software defects using the BERT
model, predicts the Top-N potential related software defects for each software defect from
all the historical software defects based on cosine similarity, takes the text information
of related software defects as an extension of the text information of software defects,
and takes the text information of software defects together with the text information of
related software defects as text input. The text characteristics of software defects are ob-
tained by comprehensively calculating the text vectors of software defects and related
software defects. Second, a heterogeneous collaborative network is constructed based on
the three development behaviors of developers: reporting, commenting, and fixing. The
meta-paths are defined based on the four collaborative relationships between developers:
report–comment, report–fix, comment–comment, and comment–fix. The graph-embedding
algorithm metapath2vec extracts developer characteristics from the heterogeneous collabo-
rative network. Then, a classifier based on a deep learning model calculates the probability
assigned to each developer category. Finally, the assignment list is obtained according to
the probability ranking.

In order to evaluate the effectiveness of the DARIP method, this paper collects 20,280
software defects from 9 popular open-source projects. The experimental results show that
the average values of the Recall@5, the Recall@10, and the MRR of the method DARIP in 9
projects are 0.5902, 0.7160, and 0.4136, respectively. Compared with the existing method
Multi-triage, the average values of the Recall@5, the Recall@10, and the MRR of the DARIP
method in 9 projects are increased by 31.13%, 21.40%, and 25.45%, respectively.

2. Background

In the GitHub open-source community, the Issue Tracker System supports developers
to contribute freely to open-source projects. In the Issue Tracker System, users can report
software defects or functional requirements found during the development process. For
example, managers may identify an issue as a software defect [29] by adding the label
“bug”, “defect” or other synonyms. After the issue is reported, other interested developers
participate in the issue comments to discuss the solution. In response to the reported
software defects, managers have the option of assigning appropriate developers. Moreover,
developers can create a pull request to submit fixable code for code review based on the
solution to a software defect. After passing the code review, the code is merged into the
repository, and the software defect is fixed. Therefore, this paper refers to the literature [14],
which defines the fixer of a software defect as the assignee or the creator who creates the
corresponding pull request and is successfully merged into the repository.

In this paper, we study the software defects in the Issue-Tracking System. Take the
software defect of No. 29391 (https://github.com/tensorflow/tensorflow/issues/29391,
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(accessed on 14 December 2023)) in the project tensorflow/tensorflow as an example, and its
basic structure is shown in Figure 1.

Figure 1. A sample of a software defect.

(1) Title: A brief overview of the software defect.
(2) Description: The body of the defect report, including a specific description of the

software defect.
(3) Comment: Information about developers participating in discussions about a

software defect.
(4) Label: Managers add labels to identify the category of a issue. For example, add

the label type:bug to indicate that the current issue is a software defect.
(5) Reporter: The developer who reported the current software defect.
(6) Commentator: Developers involved in the discussion of a software defect.
(7) Assignee: A developer assigned by the manager to fix the software defect.
(8) Link: A hyperlink left by a developer during the discussion of an issue, often used

to refer to other relevant information.
As shown in Figure 1, the developer pt**** reported a software defect number 29391,

which was assigned to developers ql***** and ym**** on the project tensorflow/tensorflow.
Subsequently, the developer ql***** indicated that the current software defect was related to
the historical software defect number 29187 (https://github.com/tensorflow/tensorflow/
issues/29187, (accessed on 14 December 2023)) in the same project, and the submitted code
had fixed the related software defect. By validation from the developer pt****, the current
software defect can also be fixed using the same version of the fixed code. The historically
related software defect number 29187 was reported earlier than the software defect number

https://github.com/tensorflow/tensorflow/issues/ 29187
https://github.com/tensorflow/tensorflow/issues/ 29187
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29391 and has been fixed by the developer ql*****. In particular, the assignee ql***** of
the software defect number 29391 was also the assignee of the related software defect
number 29187. Already familiar with the resolution of the historically related software
defect number 29187, the developer ql***** immediately fixed the software defect number
29391 with the same fixable code.

As a related issue, the resolution of software defect number 29391 helped to fix the
software defect number 29187. At the same time, the experience of developer ql***** in
fixing related issues helped reduce the resolution time for software defect number 29187.
Therefore, referring to the issues associated with the software defect may help to assign the
appropriate developer to the software defect.

3. Related Work
3.1. Related Issue

Due to the fact that open-source software can share or reuse code, many open-source
projects rely on the same libraries and components [12]. Dependencies between open-
source projects further affect software defects in the project, and issues in one project
may be linked to related issues from the same or other projects [30–33]. Ma et al. [30]
conducted an empirical study of software defects in seven open-source projects in the
Python ecosystem on the GitHub platform. They found that developers point to related
issues by leaving links in the text messages of software defects. Zhang et al. [31] performed
both qualitative and quantitative analysis of links in the Rails ecosystem and found that the
percentage of issues with links reached 24.8%. Of these, 82.8% were links within projects,
and 17.2% were links between different projects. Li et al. [32] analyzed 16,584 Python
projects on the GitHub platform. They classified the relationship between software defects
and related issues into six different types through qualitative analysis, and each type
of related issue could help to fix software defects. Previous studies have shown that
referencing related issues may help fix corresponding software defects.

Zhang et al. [34] stated that issue reports on GitHub are essential knowledge in
software development and proposed iLinker, a method to automatically obtain related
issues to help fix issues by sharing knowledge of related issues. The Linker method
calculated three similarity scores between query issues and candidate issues using TF-IDF,
word embedding, and document embedding, respectively. Then, the final scores of the
query issues and the candidate issues are combined, and the related issues of query issues
are recommended based on the final scores. In our previous work [35], we focused on
software defects and related issues and proposed an algorithm, CPIRecom, to predict
cross-project related issues automatically. Firstly, the pre-selecting set construction method
is proposed to filter the massive issues. Secondly, the BERT pre-training model is used to
extract text features and analyze project features. Then, the random forest algorithm is
used to calculate the probability of the pre-selecting issues and the software defects. Finally,
the recommendation list is obtained according to the ranking.

In this paper, we draw on the idea of the CPIRecom method of related issue recommen-
dation to predict potentially related issues for each software defect in order to help solve
the task of developer assignment. Our existing work and our current work are different
because they are designed to solve different research questions. Our prior work [35] aimed
at predicting relevant issues from other projects for software defects. However, the purpose
of the current work is to assign appropriate developers for software defects.

3.2. Developer Assignment

In this section, we present existing research on developer assignment and divide existing
work into four categories: information retrieval-based approaches, machine learning-based
approaches, social network-based approaches, and defect relationship-based approaches.
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3.2.1. Information Retrieval-Based Approach

Information retrieval refers to the process of finding information from a collection of
data that meets information needs. The developer assignment method based on information
retrieval assumes that developers can fix specific types of software defects because they
have some specialized knowledge. Some researchers introduced the concept of topic
model for assigning developers [13,15–17]. Among them, Yang et al. [13] proposed a
developer assignment method with a multi-feature combination, extracted topics from
historical defect reports, extracted features such as components, products, priorities, and
severity of software defects, calculated textual similarities among software defects, and
collected developers who contributed as candidates. Finally, they obtained a ranking list of
candidate developers based on development experience. Xia et al. [16] proposed a multi-
featured topic model that extends the Latent Dirichlet Allocation(LDA) to the developer
recommendation task. They considered product information and component information
of software defects and assigned appropriate developers to software defects based on the
affinity of the developer to the topics.

Most of the above information retrieval-based methods are divided into two steps:
filtering out a small number of eligible historical software defects and collecting all the
developers from them to obtain a candidate set, then extracting the characteristics of all
the candidates in the candidate set and finally assigning appropriate developers to the
software defects. If the real developers do not appear in the candidate set, it will directly
affect the effectiveness of the method.

3.2.2. Machine Learning-Based Approach

With the continuous development of machine learning technology, some researchers
utilized traditional machine-learning and deep-learning algorithms to solve the devel-
oper assignment task [14,18–22,36–39]. Jonsson et al. [19] proposed a defect assignment
method based on ensemble learner, using TF-IDF technology to extract features from
the title information and description information of defect reports and combining Naive
Bayes, Support Vector Machines, KNN, and Decision Tree classifiers to create a stacked
generalization classifier for improving the prediction accuracy of automatic developer
assignment. Lee et al. [21] propose a developer assignment method based on a CNN and
word embedding, using the word2vec model to convert each word in the summary and
description in defect reports into a word vector and then using a CNN to learn the text
features of software defects to solve the defect classification task. Mani et al. [22] proposed
a developer assignment method based on deep bidirectional recurrent neural networks,
which learns paragraph-level representations of software defects based on deep learning
algorithms, learned word order and semantic relationships from the context of defect
reports, and finally, realized defect classification using a softmax classifier. Aung et al. [14]
proposed a multi-task learning classification model using a text encoder to extract text
features from defect reports and an AST encoder to extract code features from code snippets
to improve the performance of the model by jointly learning defect assignment and label
classification tasks.

Most of the existing methods based on machine learning use various models to learn
feature representations from the text information of software defects and apply the text
classification to solve the developer assignment task. However, many of these methods
only focus on the software defects themselves and overlook the correlation between them.
Therefore, it is crucial to consider the related issues of software defects when extracting
textual characteristics, as this can aid in solving the task of developer assignment by
extending the text information of software defects.

3.2.3. Social Network-Based Approach

Some researchers utilized methods based on social network analysis to solve the task
of developer assignment [14,40–45]. For example, Banitaan and Alenezi [40] proposed
DECOBA, a developer assignment method based on developer communities. They used de-
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velopers’ commenting behavior on software defects to construct a developer social network.
Then, they detected developer communities and ranked developers by their experience in
each community to obtain a developer assignment list. Zhang et al. [41] took commentators
on software defects as potential developers. They constructed heterogeneous social net-
works based on developers, software defects, comments, components, and products. They
then calculated three types of collaborative proximity among developers in these networks
based on defects, components, and products. The researchers ranked developers according
to their comprehensive score and generated a recommended list of potential developers.
Zaidi and Lee [42] proposed a graphical representation of defect reports, extracted the title
and description information from the defect reports, took the defect report as a document,
the document and the word in a document as two types of nodes, and built a heterogeneous
network with the document-to-word and the word-to-word as two types of edges. The
Graph Convolutional Network was used to learn the graph representation of software
defects, and the task of defect classification was solved by using node classification.

The social network-based approaches mentioned above did not consider the reporting,
commenting, and fixing behavior of developers in software defects. Therefore, it is essential
to analyze the personal characteristics of developers when extracting developer character-
istics for software defects. This analysis can help in assigning appropriate developers to
software defects.

3.2.4. Defect Relationship-Based Approach

A few researchers consider the relationship between software defects in the developer
assignment task of studying software defects [12,25,26]. Almhana and Kessentini [25]
proposed a defect classification method based on the dependency between defect reports,
which defined the dependency between two defect reports as the number of shared files to
be inspected to localize the defects. Then, they adopted a multi-objective search to rank the
bug reports for developers based on both of their priorities and the dependency between
them. Jahanshahi et al. [26] introduced a defect-triaging method called DABT, which
considered the text information, the cost associated with each defect, and the dependency
among them. They leveraged natural language processing and integer programming to
assign software defects to appropriate developers.

Although the defect relationship-based methods mentioned above have proven to be
effective, they rely on platforms like Mozilla and Bugzilla that contain information such as
dependency relationships and source code files. Unfortunately, the GitHub platform lacks
this information, making it impossible to apply these methods directly to it. Therefore, it is
necessary to draw on the related issue recommendation method to predict the potential
related issues for each software defect to assist in the task of assigning developers.

4. Method

Given the difficulty of manually assigning developers to software defects in GitHub,
this paper proposes a method for automatically assigning developers to software defects.
Then, we present the design idea and the individual modules of the DARIP method.

4.1. Design Idea

After a software defect is reported, it may be assigned to different developers. This
allows us to label the type of software defect as the assignee and convert the developer
assignment task into a multi-classification task in the field of machine learning. In this
paper, we propose the automated developer assignment method, DARIP, which is divided
into two phases: the training phase and the testing phase. The overall architecture is shown
in Figure 2. The DARIP methodology consists of the following components:

(1) Collect historical software defects and developers.
(2) Predict potentially related issues for software defects based on their textual information.
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(3) The feature vectors of text information in software defects and the feature vectors
of text information in related issues are used to calculate the textual features of software
defects comprehensively.

(4) Consider the three development behaviors of developers in software defects:
reporting, commenting, and fixing. Construct a heterogeneous collaborative network with
developers and software defects as two types of nodes and three development behaviors as
three types of edges.

(5) A graph-embedding algorithm is used to extract the developer features of software
defects from heterogeneous collaborative networks.

(6) The textual features and textual features of software defects are input into the
classifier for training and learning, and the developer assignment model is obtained.

(7) Extract the text feature and developer feature for a newly reported software defect.
(8) Input the extracted text feature and developer feature into the trained developer

assignment model and output the developer assignment list.

Figure 2. Overall procedure of DARIP method.

In the training phase, this paper first collects software defects from the GitHub plat-
form and the developers. Then, potentially related issues are predicted for software defects,
and text features are calculated comprehensively. At the same time, a heterogeneous col-
laborative network is constructed based on three development behaviors of developers:
reporting, commenting, and fixing. The graph-embedding algorithm is used to learn
the feature representation of developers. Finally, the feature vectors of software defects
are input to the classifier for training and learning, and the developer assignment model
is obtained.

During the testing phase, when new software defects are reported on the GitHub
platform, the DARIP method extracts the textual and developer characteristics of the
software defects. It then calculates the probability of each candidate developer being able
to fix the software defects using the assignment model generated during the training phase.
Finally, the candidate developers are ranked based on their probability, from highest to
lowest, to create an assignment list of potential developers.

4.2. Textual Characteristic

When developers report software defects, they provide detailed information about
the problem using both the title and description. Therefore, text information is an essential
reference to help assign developers. At the same time, a software defect in open-source
software may be related to other issues, and referring to the related issues may help
fix the software defect. Therefore, the following section describes how to extract the
textual characteristic.
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To prepare the text information of software defect for analysis, we first preprocess the
text information. The pre-processing includes removing non-text information, converting
all letters to lowercase, removing stop words, segmenting the text, and lemmatization.
In our study, we remove non-text information such as phone numbers, email addresses,
and emoticons from the title and description. We then use blank spaces to separate the
remaining text into individual words, creating an array of words for analysis.

Secondly, for a software defect, the potentially related issue is predicted, and the
text information of the related issue is taken as an extension of the text information of
the software defect. The text information of the software defect and the text information
of the related issue are taken as the text input. Specifically, the DARIP method collects
all historical software defects corresponding to each software defect from the dataset.
Then, natural language processing techniques are used to extract the textual vectors of
software defects and all their historical software defects. Currently, the BERT pre-training
model [46] is an important technique in the field of natural language processing. We use
the BERT pre-training model to transform the preprocessed word arrays into text vectors
that can characterize the semantic information. Then, we use cosine similarity to calculate
the textual similarity of feature vectors between the software defect and each historical
software defect, rank all its historical software defects from highest to lowest according
to the textual similarity, and select the Top-N historical software defects with the highest
textual similarity as the potential N related issues of the software defect. Extend the text
information of related issues as the text information of software defect, and take the text
information of software defect and related issues together as text input.

Finally, the textual vectors of software defects and the textual vectors of Top-N related
issues are weighted to get the final textual characteristic of the software defect. Specifically,
the cosine similarity between the textual vector of the related issues and the textual vector
of the software defect is calculated as the correlation coefficient of the related issues. For
each related issue, the weighted value is then obtained by multiplying its textual vector
with the correlation coefficient. Next, we calculate the cumulative weighted value of N
related issues. Then, we calculate the sum of the cumulative weighted values of N related
issues and the textual vector of software defect. Finally, divide the sum by N+1 to obtain
the final textual feature of the software defect. The formula for calculating the textual
characteristic of software defect is as follows:

tFeat(i) =
1

N + 1

(
b f (i) +

N

∑
k=1

(Cosine(i)k ∗ b f (i)k)

)
(1)

where N represents the number of potentially related issues predicted by the i-th software
defect, b f (i) represents the text vector of the i-th software defect, b f (i)k represents the
text vector of the i-th software defect corresponding to the k-th related issue, Cosine(i)k
represents the cosine similarity between the i-th software defect and the corresponding
k-th related issue, and tFeat(i) represents the final textual characteristic of the i-th software
defect. According to Section 6.3, the value of N is set to 1. This means that the text
information of a software defect is used as textual input together with the text information
of the TOP-1 related issue.

4.3. Developer Characteristic

The development behaviors of developers in software defects mainly include report-
ing, commenting, and fixing, and developers can participate in the development of different
software defects based on different development behaviors according to their personal
wishes. For the newly reported software defects, the DARIP method considers the three de-
velopment behaviors of developers: reporting, commenting, and fixing. Based on the three
development behaviors of developers in a software defect and its historical software defects,
a heterogeneous collaborative network is constructed. The graph-embedding algorithm is
then used to mine the personal features of developers from the heterogeneous collaborative
network and learn the vector representations of developers. Finally, the feature vector of
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the reporter of the new software defect is used as the developer characteristic of the current
software defect.

4.3.1. Heterogeneous Collaborative Network

First, for a software defect and all corresponding historical software defects, collect
the participating developers, including reporters, commentators, and fixers. Then, based
on the three development behaviors of reporting, commenting, and fixing software defects,
a heterogeneous collaborative network is built corresponding to current software defect, all
historical software defects, and all developers involved in the above defects. In this paper,
we consider assigning appropriate developers to the software defect as soon as they are
reported, so that the only participant in newly reported software defects is the reporter.

The definition of a heterogeneous collaborative network is shown in Table 1. The
flowchart for constructing a heterogeneous collaborative network for a software defect
is shown in Figure 3. First, we collect all historical software defects. Second, we select a
software defect to be addressed from the historical software defects. Third, we collect the
developers from the software defect, including reporter, commentator, and fixer. Fourth,
we construct the reporting relationship, the commenting relationship, and the fixing re-
lationship between developers and software defects, respectively. Fifth, we determine
whether there are any software defects to be addressed. If so, go back to the second step. If
not, it indicates that all software defects have been handled and the final heterogeneous
collaborative network is output.

Figure 3. The flowchart for construct heterogeneous collaborative network.

In heterogeneous collaborative networks, the node types include software defects
and developers, and the edge types include developers’ reporting behavior, commenting
behavior, and fixing behavior. We represent a software defect as B (also known as Bug ),
a Developer as D, a reporting behavior as r, a commenting behavior as c, and a fixing
behavior as f . An example of a heterogeneous collaborative network is shown in Figure 4,
where Bnew is the newly reported software defect, developer D3 is the reporter of the
software defect, B1 and B2 belong to the historical software defects, and D1 and D2 are the
developers involved. At the same time, developer D3 also participated in commenting on
historical software defect B1 and historical software defect B2. So far, the DARIP method
has obtained a heterogeneous collaborative network built for software defect Bnew.
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Figure 4. A sample of a heterogeneous collaborative network.

It should be noted that the heterogeneous collaborative network constructed by the
DARIP method is undirected, because D-c-B and B-c-D illustrate the same scenario in the
real software development process: the developer D comments on the software defect B.
Since each software defect is reported at a different time, the historical software defects
collected for each software defect are not the same. This makes the heterogeneous collabo-
rative network built by each software defect unique. Therefore, this paper needs to build a
separate heterogeneous collaborative network for each software defect.

Table 1. Definition of the heterogeneous collaborative network.

Structure Type Description

Node
Software Defect/Bug (B) Software defects in a heterogeneous collaborative network include: current software

defect and its historical software defects.

Developer (D)
Developers in a heterogeneous collaborative network include: reporters, commentators,

and fixers. Among them, the only developer involved in the current software defect is the
reporter.

Edge
Report (r) Developer report a software defect.

Comment (c) Developer comment on a software defect.
Fix (f) Developer fix a software defect.

4.3.2. Developer Characteristic Extraction

The heterogeneous collaborative network constructed for software defects is typical
non-Euclidean spatial data. Therefore, it is necessary to select a suitable graph-embedding
algorithm to extract the feature vectors of the reporter in current software defect from
the heterogeneous collaborative network. Since the heterogeneous collaborative network
constructed in this paper contains two types of nodes and three types of edges, it is
crucial to select an algorithm that can handle heterogeneous networks. Dong et al. [47]
proposed a graph-embedding algorithm, metapath2vec, which can deal with heterogeneous
information networks, support custom meta-paths to guide the random wandering of
nodes, and is able to obtain semantic and structural information between different nodes.
Therefore, the metapath2vec algorithm is used in this paper to extract the reporter’s feature
vector in the current software defect from heterogeneous collaborative networks.
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Extracting feature vectors of nodes from the network based on graph-embedding
algorithm metapath2vec usually involves three steps: (1) Customising meta-paths. Meta-
paths are paths formed by connecting different types of nodes in a heterogeneous network
in a specific way. The metapath2vec algorithm supports researchers in fixing personalized
problems by customizing meta-paths. (2) For a heterogeneous network, the metapath2vec
algorithm guides random walks of nodes and obtains all node walk sequences based on
metapath2vec. Considering the nodes in the network as words and the walk sequences of
nodes as sentences, all possible node sequences form a corpus. (3) Feature vectors of nodes
in the network are obtained by using the skip-gram model to extract word vectors in the
corpus. According to the above steps, this paper needs to propose the custom meta-paths
and then guide nodes in the heterogeneous collaborative network to walk around based on
the custom meta-paths and obtain all possible walk sequences. Finally, all walk sequences
are input into the skit-gram model, and the feature vector of the reporter in new software
defect from the heterogeneous collaborative network are output.

(1) Custom meta-paths.

This paper defines the meta-paths based on the different collaborative relationships be-
tween developers. When constructing a heterogeneous collaborative network, we consider
the three behaviors of developers: reporting, commenting, and fixing. According to the
three development behaviors of developers, we can get six kinds of collaborative relation-
ships among developers: report–report, report–comment, report–fix, comment–comment,
comment–fix, and fix–fix. In this case, the report–report collaboration does not really exist
because there is only one reporter for a software defect. Furthermore, the analysis of the
dataset in Section 5 reveals that most software defects have only one fixer, and the per-
centage of defects with multiple fixers (two or more) is less than eight percent on average.
Therefore, we ignore the collaborative relationship of fix–fix and finally obtain four types of
collaborative relationships between developers and define the meta-paths. The meta-paths
and the corresponding collaborative relationships are shown in Table 2.

Table 2. The meta-paths and collaborative relationships.

Meta-Paths Collaborative Relationships

D − f − B − r − D / D − r − B − f − D A developer fixed a software defect reported
by another developer.

D − c − B − r − D / D − r − B − c − D A developer commented on a software defect
reported by another developer.

D − c − B − f − D / D − f − B − c − D A developer commented on a software defect
fixed by another developer.

D − c − B − c − D Both developers commented on the same
software defect.

It is important to note that collaboration between developers does not take direction
into account. For example, D1 − f − B − r − D2 and D2 − r − B − f − D1 illustrate the
same scenario in the real software development process, where developer D2 reported
software defect B and developer D1 fixed it.

(2) Guide random walks.

The defined meta-paths guide the nodes to walk randomly on the heterogeneous
collaborative network, so that the node sequence containing the semantic information of
the collaborative relationship can be obtained. Then, all the node sequences containing
semantic information of collaborative relationships are inputted into the skip-gram model.
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(3) Extract feature vectors.

The skip-gram model is a kind of Word2Vec model that predicts the context based
on the central word. Specifically, it predicts other words before and after the word in the
sliding window. Among them, the number of prediction words is determined by the size
of the sliding window w. Thus, this paper essentially uses the skip-gram model to predict
the other developers in a sequence of nodes that collaborate with a developer. For example,
given a sequence of nodes as follows:

D1 − c − B1 − f − D2 − f − B2 − c − D3 − c − B3 − r − D4 − f − B4 − r − D5 (2)

Assuming that the central word is D2, when the sliding window w = 2, the model can
learn the set of developers S1 = {D1, D3} that has collaborative relationships with D2. The
collaborative distance between developer D2 and developers D1 and D3 is 0. When the
sliding window w = 4, the model can learn the set of developers S2 = {D1, D3, D4} that
has collaborative relationships with D2. Among them, the collaborative distance between
developer D2 and developers D1 and D3 is 0, the collaborative distance between developer
D2 and developers D4 is 1. When the sliding window w = 6, the model can learn the set
of developers S3 = {D1, D3, D4, D5} that has collaborative relationships with D2. Among
them, the collaborative distance between developer D2 and developers D1 and D3 is 0,
the collaborative distance between developer D2 and developers D4 is 1, the collaborative
distance between developer D2 and developers D5 is 2.

Finally, the skip-gram model outputs the feature vector of each node in the hetero-
geneous collaborative network. We take the feature vector of the reporter in the current
software defect as the developer characteristic of the current software defect. According to
the experimental results in Section 6.3, this paper sets the value of sliding window w = 4.

4.4. Classifier

In this paper, the DARIP method takes the fixers as the labels of software defects.
Therefore, the task of assigning a developer to a software defect can be transformed into a
classification task, and the developer assignment task can be solved by using the method
of classification task.

In this paper, a fully connected neural network is used to build a classifier, which
trains and learns the textual characteristics, developer characteristics, and labels input of
software defects in the classifier and uses the ReLU function as the activation function.
Since there are cases where there are multiple fixers for a software defect, i.e., multiple
labels for a single sample, our classification task belongs to multi-label classification. For
this purpose, for the last layer of full connectivity, we use the Sigmoid activation function
to calculate the probability of assigning a software defect to each developer category. The
mathematical formula of the Sigmoid function is shown in Formula (3),

σ(x) =
1

1 + e−x (3)

In the field of mathematics, the Sigmoid function is monotonically increasing, deriv-
able, and continuous. Its value domain R(s) ∈ (0, 1). When the input value tends to
negative infinity, the output value is close to 0. When the input value tends to positive
infinity, the output value is close to 1. The mathematical properties of the Sigmoid function
allow it to be used in neural networks as an activation function to normalize the output of
each neuron. In addition, since the probability also takes values in the range of 0 to 1, the
Sigmoid function is often applied to prediction probability models to solve classification
problems. This paper uses the Sigmoid function to predict the probability of each label in
the software defect separately [48], and the probability of different categories do not affect
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each other. In the classifier, the formula for calculating the probability of assigning the i-th
software defect to the j-th fixer is defined by Formulas (4)–(6),

σ
(
zj
)
=

1
1 + e−zj

(4)

σ
(
zj
)
= p

(
devj|bugi

)
(5)

p
(
devj|bugi

)
=

1
1 + e−zj

(6)

where zj is the ouput of the fully connected layer and the input of the Sigmoid function.
Formula (4) is obtained by inserting x = zj into Formula (3). In Formula (5), bugi is the i-th
software defect, and devj is the j-th fixer. σ

(
zj
)

is expressed as the probability of assigning
the i-th software defect to the j-th fixer. The final probability calculation Formula (6) can be
obtained by substituting Formula (5) with Formula (4).

In addition, the number of software defects fixed by each developer varies, making
the sample size different for different developer types, which may lead to a category
imbalance in the dataset. This paper addresses the problem of category imbalance by
using data augmentation technique [49], which extends the dataset by generating new
training data from existing data, effectively reducing model overfitting. Specifically, we
first delete the categories with a sample size of 1 in the dataset because too few samples
will affect the training effect of the model. Secondly, the sample size of the largest category
in the dataset is denoted as maxNum. Then, the formula Threshold = p ∗ maxNum for the
small number of samples is proposed by setting the parameter p = 0.8. For each category,
when the sample size of the category is less than Threshold, a sample is randomly selected
from the original dataset of the category, and the original textual content in the sample is
randomly exchanged to generate new textual content. For the newly generated text, the
same processing method is used to obtain the textual characteristic of the sample. At the
same time, we keep the developer characteristic unchanged and finally get the characteristic
vector of the new sample. When the sample size of the category is not less than Threshold,
the data augmentation process for the current category is stopped. Finally, the problem of
category imbalance in the dataset is solved by traversing and processing each category.

We evaluate the performance of the model by splitting the training set and the test set
and dividing them by a ratio of 8:2. During the training phase, we obtain the augmented
training set based on the above data-augmentation method. We construct the cross-entropy
loss function, train the classifiers based on the gradient descent optimization algorithm,
use the dropout strategy to prevent the overfitting phenomenon, and finally generate the
assignment model. During the test phase, the assignment model generated in the training
phase is used to recommend appropriate developers for each software defect based on the
data in the test set.

5. Dataset

In order to study the assignment of software defects, this paper needs to collect data
on software defects and construct a dataset.

In order to collect software defects, this paper needs to select suitable open-source
projects from the GitHub platform. First, we sorted projects in GitHub from highest to
lowest based on the number of stars in order to select some popular projects. For the Top-50
open-source projects with the highest number of stars, we further filtered out projects
that shared documentation or books and only considered projects that involved software
development work. Then, for such projects, we counted the number of software defects
in each project from inception until 2023. Since GitHub supports developers to identify
features for reported issues by adding labels, we manually checked the label described as a
bug in each software project and selected the issue with that label as a software defect. In
order to ensure that software defects do not change in the future, this paper only considers
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software defects whose status is closed. At the same time, in order to ensure that the
collected software defects can be used for the training and learning of the assignment
model, we selected the software defects with fixers. For the software defects that meet
the above conditions, we filtered out the projects with a number of software defects that
were less than 500 to ensure that there were enough software defects in each software
project. Finally, we selected the Top-9 open-source software projects with a high number
of stars and more than 500 software defects. The details of the 9 open-source projects are
shown in Table 3. In Table 3, the number of software defects in the 9 open-source projects
reached 20,280, using programming languages such as C++, C#, JavaScript, Go, and other
mainstream programming languages.

For the software defects in nine open-source projects, we used GitHub Rest API to
extract the title, body, reporter, commentator, and fixer information of each defect. At the
same time, we collected the reporting time and closing time of the software defects. We
define other software defects whose closing time is earlier than the reporting time of the
current defect as their historical software defects. Some software defects may be assigned
to virtual bots (users registered on the platform with a “bot” string in their name) instead of
real developers. Since no real developers were used, these software defects were not useful
for the training and learning the automated developer assignment task. Therefore, we
removed these software defects assigned to virtual bots based on the “bot” string contained
in the registered name. At the same time, we also removed the virtual bots when collecting
developers. In addition, there are a small number of cases where the reporters of software
defects are also their fixers. In order to better study the developer assignment method, we
treated these software defects as follows: (1) If there was only one fixer and the fixer was
also the reporter, the software defect was deleted directly. (2) If the software defect had
more than one fixer, the defect was retained, and the fixer, who was also the reporter, was
deleted from the fixer list.

Table 3. Information of nine open-source projects.

Open-Source Project Period Number of
Stars

Label of
Defects

Number of
Defects

Number of
Fixers

Main
Programming

Language

tensorflow/tensorflow 2015/11–
2022/12 170k type:bug 7208 341 C++

flutter/flutter 2015/11–
2022/12 148 k P4 741 143 Dart

electron/electron 2014/05–
2022/12 105 k bug 755 35 C++

vercel/next.js 2016/10–
2022/12 97.9 k kind: bug 592 33 JavaScript

kubernetes/kubernetes 2014/06–
2022/12 94.5 k kind/bug 3768 778 Go

microsoft/TypeScript 2014/07–
2022/12 87 k Bug 4601 51 TypeScript

microsoft/terminal 2017/10–
2022/12 86.7 k Issue-Bug 577 30 C++

microsoft/PowerToys 2019/09–
2022/12 83.7 k Issue-Bug 973 56 C#

ant-design/ant-design 2015/07–
2022/12 83.5 k Bug 1065 44 TypeScript

In addition, software defects may have one or multiple fixers. We measured the
percentage of software bugs with multiple fixers across 9 projects and found that only 7.57%
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of software defects had two or more fixers, and 92.43% of software defects had only one
fixer. Therefore, when we customized the meta-paths, we did not consider the collaboration
of two developers fixing a software defect at the same time.

6. Experimental Evaluation
6.1. Evaluation Metrics

For the developer assignment method DARIP, this paper evaluates the DARIP method
by using two metrics: Mean Reciprocal Rank(MRR) [50] and Recall@k [51].

(1) Mean Reciprocal Rank (MRR)

The Mean Reciprocal Rank is a widely used evaluation metric in recommendation
algorithms. It represents the average reciprocal ranking of the real fixers in the assignment
list. The higher the ranking of a real fixer in the assignment list, the higher the average
reciprocal ranking. If there are multiple real fixers, the one with the highest ranking is
selected for the calculation. In this paper, we denote N as the number of software defects,
and rank(i) as the rank of the real fixer in the assignment list for the i-th software defect.
The formula for calculating the Mean Reciprocal Rank is as follows:

MRR =
1
N

N

∑
i=1

1
rank(i)

(7)

(2) Recall@k

The k indicates a configurable option. The Recall@k is the number of real fixers in
the top-k ranking divided by the number of real fixers. The research goal of this paper is
to assign appropriate fixers to software defects, so we hope to find out the real fixers of
software defects as much as possible, so we use the Recall@k to evaluate the ability of the
model to predict the fixers. In this paper, we denote N as the number of software defects,
real(i)k as the number of real fixers in the top-k ranking of the assignment list for the i-th
software defect, and real(i)all as the number of all real fixers for the i-th software defect.
Finally, the average of the Recall@k of N software defects is calculated. The calculation
formula is as follows:

Recall@k =
1
N

N

∑
i=1

real(i)k
real(i)all

(8)

In addition, in order to compare the difference in the assignment effect of different
methods, this paper defines the gain value to calculate the difference in the assignment
effect of method M1 and method M2, including the gain value of MRR and the gain value
of Recall@k. The definitions are as follows:

Gain(MRR) =
MRR(M1)− MRR(M2)

MRR(M2)
(9)

Gain(Recall@k) =
Recall@k(M1)− Recall@k(M2)

Recall@k(M2)
(10)

6.2. Research Questions

This paper studies the following three questions:

RQ1: How is the performance of the DARIP method in assigning developers for
software defects?

In this paper, we compare the DARIP method with the Multi-triage method proposed
by Aung et al. [14] and validate the effect of the DARIP method of developer assignment
for software defects in the datasets of nine open-source projects, respectively.

RQ2: Does the combination of different characteristics improve the assignment
effect of the DARIP method?
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The automatic developer assignment method proposed in this paper considers the
textual and developer characteristics of software defects, respectively. In order to evaluate
the necessity of selecting the above characteristics, this paper compares the assignment
effect of different characteristic combinations and selects the appropriate characteristic
combinations to apply to the DARIP method.

RQ3: How do different parameter settings affect the assignment effect of the
DARIP method?

Different parameters are involved in the developer assignment method DARIP de-
signed in this paper. We predict Top-N potentially related issues for software defects when
extracting textual characteristics. We use the skip-gram model with a specified value of
sliding window w to learn the feature representations of developers in heterogeneous
collaborative networks. In order to evaluate the effect of different parameter settings on
the developer assignment effect, this paper compares the assignment effect under different
parameter values and selects the appropriate parameter size for the DARIP method.

6.3. Evaluation Results
6.3.1. RQ1: How Is the Performance of the DARIP Method in Assigning Developers for
Software Defects?

Aung et al. [11] proposed multi-triage, a multi-task learning multi-classification
method, which extracted the feature representation of bug descriptions and code snippets
using a text encoder and an AST encoder, and improved the performance of the model by
jointly learning the developer assignment and label classification tasks. In this paper, the
Multi-triage method is used as a comparison method.

The experimental results are shown in Table 4. The average values of the Recall@5, the
Recall@10, and the MRR of the method DARIP in 9 projects are 0.5902, 0.7160, and 0.4136,
respectively. It can be seen that the assignment method DARIP in this paper outperforms
the Multi-triage method in the Recall@5, the Recall@10, and the MRR.

Table 4. Definition of the heterogeneous collaborative network.

Project Method Recall@5 Recall@10 MRR

ant-design DARIP 0.9156 0.9778 0.6708
Multi-traige 0.7426 0.7919 0.5741

electron DARIP 0.7319 0.8795 0.5784
Multi-traige 0.7219 0.8278 0.5699

flutter DARIP 0.2000 0.3125 0.1412
Multi-traige 0.2569 0.2926 0.1306

kubernetes DARIP 0.1271 0.1766 0.1073
Multi-traige 0.1286 0.2084 0.0998

next.js DARIP 0.8202 0.9071 0.5997
Multi-traige 0.3517 0.6695 0.2397

PowerToys DARIP 0.6501 0.8347 0.4284
Multi-traige 0.5155 0.6443 0.4020

tensorflow DARIP 0.2980 0.4344 0.1770
Multi-traige 0.1446 0.3174 0.1333

terminal DARIP 0.8281 0.9676 0.5439
Multi-traige 0.5725 0.7812 0.4174

TypeScript DARIP 0.7410 0.9542 0.4757
Multi-traige 0.6163 0.7750 0.4004

Average DARIP 0.5902 0.7160 0.4136
Multi-traige 0.4501 0.5898 0.3297
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Then, the gains of the DARIP method over the Multi-triage method are calculated on
9 projects for the two evaluation metrics, as shown in Table 5. Compared with the existing
method Multi-triage, the average values of the Recall@5, the Recall@10, and the MRR of
the DARIP method in 9 projects are increased by 31.13%, 21.40%, and 25.45%, respectively.

Table 5. The gain values of the DARIP method relative to the Multi-triage method.

Project
Gain(%)

Recall@5 Recall@10 MRR

ant-design 23.30% 23.48% 16.84%

electron 1.39% 6.25% 1.49%

flutter −22.15% 6.80% 8.12%

kubernetes −1.17% −15.26% 7.52%

next.js 133.21% 35.49% 150.19%

PowerToys 26.11% 29.55% 6.57%

tensorflow 106.09% 36.86% 32.78%

terminal 44.65% 23.86% 30.31%

TypeScript 20.23% 23.12% 18.81%

Average 31.13% 21.40% 25.45%

6.3.2. RQ2: Does the Combination of Different Features Improve the Assignment Effect of
the DARIP Method?

The assignment method proposed in this paper considers the textual and developer
characteristics of software defects, respectively. In order to evaluate the necessity of
selecting the above characteristics, this paper compares the assignment effect of different
characteristic combinations and selects the appropriate characteristic combinations to apply
to the DARIP method.

We remove textual characteristics and developer characteristics, respectively, and
compare the differences in the assignment effect between the method of removing textual
characteristic, the method of removing developer characteristic, and the DARIP method, as
shown in Table 6. The results show that the DARIP method has higher Recall@5, Recall@10,
and MRR on nine projects than the methods with textual characteristic removed and
developer characteristic removed. This shows that considering both textual and developer
characteristics can help improve the effect of developer assignment.

In conclusion, compared with the method of removing textual characteristic and
the method of removing developer characteristic, the DARIP method shows a better
assignment effect on nine projects. This fully demonstrates the importance of selecting the
above characteristics in this paper.

Table 6. Comparison of different characteristics.

Project Experimental Group Recall@5 Recall@10 MRR

ant-design
DARIP 0.9156 0.9778 0.6708

Remove Text 0.8828 0.9294 0.5418
Remove Developer 0.8891 0.9682 0.6462

electron
DARIP 0.7319 0.8795 0.5784

Remove Text 0.6632 0.8160 0.5477
Remove Developer 0.6899 0.8501 0.5636

flutter
DARIP 0.2 0.3125 0.1412

Remove Text 0.1761 0.2689 0.1298
Remove Developer 0.1714 0.2642 0.1294
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Table 6. Cont.

Project Experimental Group Recall@5 Recall@10 MRR

kubernetes
DARIP 0.1271 0.1766 0.1073

Remove Text 0.1136 0.1655 0.1005
Remove Developer 0.1253 0.1725 0.0980

next.js
DARIP 0.8202 0.9071 0.5997

Remove Text 0.7598 0.8993 0.5928
Remove Developer 0.8046 0.9013 0.5961

PowerToys
DARIP 0.6501 0.8347 0.4284

Remove Text 0.6275 0.7264 0.3344
Remove Developer 0.6359 0.8002 0.4220

tensorflow
DARIP 0.2980 0.4344 0.1770

Remove Text 0.2275 0.3893 0.1402
Remove Developer 0.2764 0.4250 0.1734

terminal
DARIP 0.8281 0.9676 0.5439

Remove Text 0.7016 0.9656 0.4303
Remove Developer 0.8221 0.9656 0.5414

TypeScript
DARIP 0.7410 0.9542 0.4757

Remove Text 0.5089 0.8407 0.3271
Remove Developer 0.7304 0.9404 0.4724

6.3.3. RQ3: How Do Different Parameter Settings Affect the Assignment Effect of the
DARIP Method?

Different parameters are involved in the developer assignment method DARIP de-
signed in this paper. This section analyzes the parameter settings of the number of predicted
related issues N and the sliding window w in the skip-gram model.

When extracting the textual characteristics of software defects, we predict Top-N
potential related issues for each software defect, weight them based on the cosine similarity
between software defects and related issues, and finally get the textual characteristics
of each software defect. If the parameter N takes different values, the resulting textual
characteristics also have certain differences. We set the parameter N to 0, 1, 3, and 5,
respectively, and compare the difference in the assignment effect when N takes different
values, as shown in Table 7. Among them, N = 0 means that we do not consider the
related issues and only extract textual characteristics based on the text information of
software defects.

Table 7. Comparison of different characteristics.

Project Top-N Recall@5 Recall@10 MRR

ant-design

Without Issues 0.8989 0.9689 0.6451
Top-1 0.9156 0.9778 0.6708
Top-3 0.8891 0.9597 0.6507
Top-5 0.8859 0.9640 0.6415

electron

Without Issues 0.7064 0.8716 0.5738
Top-1 0.7319 0.8795 0.5784
Top-3 0.6914 0.8501 0.5606
Top-5 0.6751 0.8472 0.5552

flutter

Without Issues 0.1897 0.2773 0.1360
Top-1 0.2 0.3125 0.1412
Top-3 0.1811 0.3062 0.1323
Top-5 0.1748 0.3046 0.1279
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Table 7. Cont.

Project Top-N Recall@5 Recall@10 MRR

kubernetes

Without Issues 0.1261 0.1638 0.0911
Top-1 0.1271 0.1766 0.1073
Top-3 0.1015 0.1575 0.0976
Top-5 0.1184 0.1572 0.0875

next.js

Without Issues 0.7549 0.8961 0.5677
Top-1 0.8202 0.9071 0.5997
Top-3 0.7851 0.8974 0.5698
Top-5 0.7618 0.8916 0.5844

PowerToys

Without Issues 0.6376 0.8259 0.4202
Top-1 0.6501 0.8347 0.4284
Top-3 0.6085 0.7787 0.3865
Top-5 0.6049 0.7859 0.3702

tensorflow

Without Issues 0.2937 0.4025 0.1698
Top-1 0.2980 0.4344 0.1770
Top-3 0.2773 0.3899 0.1598
Top-5 0.2836 0.4105 0.1680

terminal

Without Issues 0.7916 0.9652 0.5345
Top-1 0.8281 0.9676 0.5439
Top-3 0.8221 0.9834 0.5371
Top-5 0.8004 0.9755 0.5394

TypeScript

Without Issues 0.7119 0.9535 0.4519
Top-1 0.7410 0.9542 0.4757
Top-3 0.7286 0.9487 0.4666
Top-5 0.7195 0.9509 0.4560

When considering related issues, it can be found that the Recall@5, the Recall@10,
and the MRR when N is 1 are better than the Recall@5, the Recall@10, and the MRR when
N is 3 and 5. This indicates that the method considering Top-1 related issues has better
assignment effect than the methods considering Top-3 and Top-5 related issues. Moreover,
with the increase of N, the assignment effect of the DARIP method decreases.

In the case of not considering related issues, it can be found that the Recall@5, the
Recall@10, and the MRR when N takes the value of 1 are better than the Recall@5, the
Recall@10, and the MRR without related issues on 9 projects. This suggests that considering
the text information of related issues can help to improve the developers’ assignment effect.

In conclusion, the DARIP method is the most effective when predicting the Top-1
potentially related issues for software defects. Therefore, in this paper, we set the value of
N to 1.

At the same time, this paper uses the skip-gram model to extract developer char-
acteristics from the walk sequences. The size of the sliding window w in the skip-gram
model limits the collaborative distance between developers that can be learned. When w
takes different values, the developer characteristics extracted from software defects are
also different.

We set the sliding window w to 2, 4, and 6, respectively, and compare the differences
in the assignment effect when w is set to different values, as shown in Table 8. The results
show that the Recall@5, the Recall@10, and the MRR of the DARIP method when w is set to
4 are better than that of the methods when w is set to 2 and 6. Therefore, we set the value of
w to 4 in this paper.
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Table 8. Comparison of different characteristics.

Project w Recall@5 Recall@10 MRR

ant-design
2 0.8649 0.9564 0.5979
4 0.9156 0.9778 0.6708
6 0.8992 0.9682 0.6544

electron
2 0.7018 0.8532 0.5656
4 0.7319 0.8795 0.5784
6 0.6815 0.8408 0.5476

flutter
2 0.1968 0.3043 0.1353
4 0.2 0.3125 0.1412
6 0.1841 0.2991 0.1326

kubernetes
2 0.1254 0.1188 0.0888
4 0.1271 0.1766 0.1073
6 0.1229 0.1745 0.0978

next.js
2 0.7949 0.8976 0.5645
4 0.8202 0.9071 0.5997
6 0.8194 0.8863 0.5435

PowerToys
2 0.6199 0.7878 0.3946
4 0.6501 0.8347 0.4284
6 0.6206 0.7892 0.4050

tensorflow
2 0.2860 0.4554 0.1685
4 0.2980 0.4344 0.1770
6 0.2892 0.4298 0.1625

terminal
2 0.8180 0.9660 0.5274
4 0.8281 0.9676 0.5439
6 0.8101 0.9556 0.5395

TypeScript
2 0.6930 0.8995 0.4393
4 0.7410 0.9542 0.4757
6 0.6951 0.8953 0.4348

7. Discussion

In this paper, we propose the developer assignment method DARIP, which assigns
appropriate developers to software defects by considering the prediction of related issues
and the collaborative relationship between developers. Experimental results validate the
effectiveness of the DARIP method in several ways.

The DARIP method takes into account the possible correlation between software
defects and other issues, and mines additional valuable text information for software
defects by predicting related issues. As shown in Table 7, the Recall@5, the Recall@10, and
the MRR when N is 1 are better than the Recall@5, the Recall@10, and the MRR when N is 0.
This indicates that the method considering Top-1 related issues has better assignment effect
than the method without considering related issues. However, we find that the assignment
effect of the DARIP method decreases with the increase of N. In the ant-design project,
the Recall@5, the Recall@10, and the MRR when N is 5 are lower than the Recall@5, the
Recall@10, and the MRR when N is 0. We analyze the difference of the assignment effect
when N takes different values, and find that it is optimal when predicting Top-1 related
issues for software defects.

Meanwhile, the DARIP method considers four types of collaborative relationships
between developers: report–comment, report–fix, comment–comment, and comment–fix,
and uses graph-embedding algorithm to learn collaboration between developers from the
constructed heterogeneous collaborative network. We analyze the difference in assignment
effect with different values of sliding window w, as shown in Table 8. The Recall@5, the
Recall@10, and the MRR of the DARIP method when w is set to 4 are better than that of the
method when w is set to 2. This indicates that it is not sufficient to consider collaborative
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relationships where the collaborative distance between developers is 0 (direct collaboration,
where two developers collaborate on the same software defect) but also collaborative rela-
tionships where the collaborative distance between developers is 1 (indirect collaboration,
where both developers have a direct collaborative relationship with the same developer).
However, the Recall@5, the Recall@10, and the MRR of the DARIP method when w is set
to 4 are better than that of the method when w is set to 6. This indicates that the assign-
ment effect decreases when considering collaborative relationships with greater distances.
Therefore, when assigning developers for software defects, direct and indirect collaborative
relationships between developers need to be considered, and collaborative relationships
with greater distances are not recommended.

8. Threats to Validity

Threats to construct validity is concerned with the suitability of experimental results
to the concepts or theories behind the experiments. Firstly, we selected 9 popular projects
from the GitHub platform to verify our method. The 9 open-source projects involve a
variety of common programming languages and contain 20,280 software defects, which is
representative. Future work can collect more open-source projects to validate our method.
Then, we predict related issues for a software defect from its historical software defects.
These historical software defects belong to the same project as the software defect. However,
when Li et al. [29] studied the correlation between issues, they found that the related issues
of an issue in a project may originate from other projects on the GitHub platform. In future
work, we will expand the data sources of related issues to evaluate the DARIP method.

Threats to internal validity is the degree to which research establishes a credible
causal relationship between disposition and outcome. First, we investigate the assignment
effect of the method based on the standard answer of the assignee to the software defect as
the fixer. However, the real fixer may not be the best developer to fix the software defect,
and other developers may also be capable of fixing it. Future work can manually label
the developers who are capable of fixing software defects to construct the dataset. Then,
this paper uses cosine similarity to calculate the correlation between software defects and
related issues. In future work, we try to use different text similarity calculation methods
and analyze the impact of using different similarity calculation methods on developer
assignment methods.

Threats to external validity have to do with the universality of our research. This
paper selects the GitHub platform to study the developer assignment of software defects
but is uncertain about the effect of this method on other open-source platforms. Future
work can collect data from more platforms to validate the DARIP method. Meanwhile,
this paper investigates the developer assignment method for software defects in the Issue-
Tracking System. However, the issues recorded in the Issue-Tracking System include not
only software defects but also functional requirements proposed by developers. Such issues
may also be assigned to developers to complete software development tasks. In future
work, we consider extending the DARIP method to assign developers to all issues in the
Issue-Tracking System.

9. Conclusions

In this paper, we propose a developer assignment method, DARIP, for open-source
software defects. First, the DARIP method uses the BERT model to extract the textual
vectors from software defects and all its historical software defects. Based on the cosine
similarity, Top-N potential related issues are predicted for each software defect from all the
historical software defects, and takes the text information of related issues together with the
text information of software defects as textual input. The textual characteristics of software
defects are obtained by comprehensively calculating the text vector of software defects and
related issues. Secondly, a heterogeneous collaborative network is constructed based on
the three development behaviors of developers: reporting, commenting, and fixing. The
meta-paths are defined based on the four collaboration relationships between developers:
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report–comment, report–fix, comment–comment, and comment–fix. The graph-embedding
algorithm metapath2vec is used to extract developer characteristics from the heterogeneous
collaborative network. Then, a classifier based on a deep learning model calculates the
probability assigned to each developer category. Finally, the assignment list is obtained
according to the probability ranking.

This paper verifies the performance of the DARIP method on 20,280 software defects in
9 popular projects. The experimental results show that the average values of the Recall@5,
the Recall@10, and the MRR of the DARIP method in 9 projects are 0.5902, 0.7160, and
0.4136, respectively. Compared with the existing method Multi-triage, the average values of
the Recall@5, the Recall@10, and the MRR of the DARIP method in 9 projects are increased
by 31.13%, 21.40%, and 25.45%, respectively.
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