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Abstract: In recent years, when solving MOPs, especially discrete path optimization problems,
MOACOs concerning other meta-heuristic algorithms have been used and improved often, and
they have become a hot research topic. This article will start from the basic process of ant colony
algorithms for solving MOPs to illustrate the differences between each step. Secondly, we provide a
relatively complete classification of algorithms from different aspects, in order to more clearly reflect
the characteristics of different algorithms. After that, considering the classification result, we have
carried out a comparison of some typical algorithms which are from different categories on different
sizes TSP (traveling salesman problem) instances and analyzed the results from the perspective of
solution quality and convergence rate. Finally, we give some guidance about the selection of these
MOACOs to solve problem and some research works for the future.

Keywords: multi-objective optimization problem; multi-objective optimization algorithm; meta-heuristic
algorithm; multi-objective ant colony optimization

1. Introduction

With the development of cloud computing and big data, the optimization problems we face
becomes more and more complicated. In many cases, we need to consider several conflicting objectives
and satisfy a variety of conditions. Such problems can be modeled well as multi-objective optimization
problems (MOPs) [1–3]. This makes research on the solution to MOPs more important, and has become
a hot topic in the field of intelligent optimization. In the last two years, evolutionary journals such as
IEEE Transactions on Evolutionary Computation have published a large number of related research results.
For MOPs, the Pareto Set (PS)/Pareto Front (PF) is the theoretical best solution. All the solutions in
PF are non-dominated. Without the decision maker’s preference information, all the solutions are
equally good [4]. A variety of algorithms has been designed to solve MOPs better. Most of them
are non-complete algorithms, in which the meta-heuristic algorithms are focused on solving MOPs.
These algorithms include multi-objective particle swarm optimization algorithms [5,6], multi-objective
bee colony algorithms [7,8], multi-objective evolutionary algorithms [9,10], multi-objective genetic
algorithms [11,12], multi-objective ant colony algorithms etc. [13,14]. When solving the discrete path
multi-objective optimization problem, the multi-objective ant colony optimization algorithm (MOACO)
is used more often than other heuristic algorithms, especially in solving variable-length path planning
problems [15,16]. In this case, the ant colony optimization algorithm has unique advantages. Compared
with the other related algorithms, it is more efficient. This is mainly because the construction graph
used in the ACO algorithm can make the search space represented less redundant. Moreover, it has
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less parameters and strong robustness. When it is applied to solve another problem, only a little
modification is needed.

As a meta-heuristic intelligent optimization method, ACO algorithms use a distributed positive
feedback parallel computing mechanism. Therefore, it is easy to combine with other methods, and
has strong robustness [17]. Initially, an ACO algorithm is used to solve single-objective optimization
problems [18–21]. Due to the outstanding performance in solving these problems, it is also used
to deal with other complex problems [22,23]. I.D.I.D Ariyasingha and others [24] analyzed seven
multi-objective ant colony algorithms in 2012. They performed a detailed comparative analysis of
these algorithms on several traveling salesman problem (TSP) test cases. In order to avoid falling
into local optimum, while strengthening the local search ability of ants, Zhaoyuan Wang et al. [25]
re-modified the solution construction method of the ant colony algorithm to make it can minimize
network coding resources better. Chia-Feng Juang et al. [26], optimized the structure and parameters
of fuzzy logic systems using MOACO. Meanwhile, they applied the optimized system to the mobile
robot of the wall tracking control. The ant colony algorithm was applied to select a service with the
optimal or approximately optimal output by Lijuan Wang and others [27]. In this way, the process
of reaching agreement among service designers, service providers, and data providers becomes
automatic. Manuel Chica et al. [28], proposed an interactive multi-rule optimization framework to
balance the time and the space assembly line. The framework consists of a g-dominated scheme
and a multi-target ant colony algorithm of an advanced cultural gene. It allows decision-makers
to obtain optimal non-dominated solutions through the interaction of reference points. Xiao-Min
Hu et al. [29] proposed an improved ant colony algorithm, which can accurately select the sensor
in a reasonable way to complete the coverage task. Thereby, this saves more energy to maintain the
sensor working for a long time and achieves the purpose of maximizing the working hours of the
wireless sensor. Jing Xiao and others [30] applied the MOEA/D-ACO (multi-objective evolutionary
algorithm using decomposition and ant colony) algorithm to software project scheduling issues, and
compared MOEA/D-ACO with the NSGA-II algorithm in multiple test cases. However, the solution
produced by MOEA/D-ACO on hard test instances does not have a better approximation to PF than the
NSGA-II algorithm. The MOEA/D-ACO algorithm takes less time to solve most of the test instances.
Shigeyoshi Tsutsui et al. [31] parallelized the ACO on multi-core processors in order to obtain the
non-dominated solution sets faster. Moreover, they made an experimental comparison on several
instances of secondary allocation problems with different sizes, and obtained a good result. Kamil
Krynicki et al. [32], solved many types of resource query problem successfully. They solved these
problems by adding many pheromone dynamic matrices to the ant colony algorithm and splicing
pheromone stratification (Dynamic pheromone stratification). Héctor Monclús et al. [33], solved the
management optimization problem of a sewage treatment plant by mixing two types of ant colony
algorithms. Ibrahim Kucukkoc et al. [34] successfully implemented a mixed mode parallel pipelined
system by using flexible agent-based ant colony optimization algorithm.

MOACOs mainly use artificial ants to select the vertices in the graph. Ants choose the next point
by using pheromone information and heuristic information on the edge. Through these processes,
ants construct a complete path. When MOACOs are used to solve MOPs, firstly, the search space of
the problem is expressed in the form of a construction graph. Then the problem is transformed into a
path optimization problem. Ants construct a tour by selecting the vertices in the construction graph.
All the solutions that ants have just constructed are added to the non-dominated set by a dominance
relationship [2]. After several iterations, the non-dominated set can be approximated to PF. People
have proposed many MOACOs which have different characteristics and advantages. The analysis of
these tasks can not only provide a reference for the research into MOACOs, but also guide the better
application of MOACO to solve practical problems.

In Section 2, we give the basic process of solving MOP by ant colony algorithm, and analyze
the differences among the existing MOACOs. The third part compares the existing MOACOs from
many points of view, and gives the characteristics of each type of algorithm. It then selects the typical
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algorithm in each class for a relatively detailed description. In the subsequent section, the applicability
of various algorithms is compared. We select typical MOACOs from different categories, and use
various methods to compare the quality and the speed of convergence on different scale multi-objective
TSP test problems. Finally, we summarize the existing problems of the multi-objective ant colony
algorithm, and provide details of the expansion of this work.

2. The Basic Process of Solving the Multi-Objective Optimization Problem (MOP) by the Ant
Colony Algorithm

This section first explains the general steps of the ant colony algorithm for MOPs. The multi-objective
ant colony algorithm has many differences in using the strategy, such as: single-group/multi-group ants,
single-pheromone/multi-pheromone matrix, single-heuristic/multi-heuristic matrix etc. These strategies
can influence either the process of solving the problems or the quality of the solutions. The main steps of
the ant colony algorithm to solve the multi-objective optimization problem are very similar.

Through the study of the MOACOs algorithm in solving the multi-objective optimization problem,
the basic process is shown in Figure 1.
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The process the multi-objective colony algorithm takes in solving MOPs is generally divided into
five steps:

(1) Initialization: initialize the parameters of the algorithm, the pheromone information and
heuristic information.

(2) Solution construction: for each ant i, construct a new solution by using a probabilistic rule to
choose solution components. The rule is a function of the current solution to sub-problem i,
pheromone and heuristic information.

(3) Solution evaluation: evaluate the solution of each ant obtained in step 2, store the non-dominated
solutions, and eliminate the dominated ones.

(4) Update of pheromone matrices: update the pheromone matrix by using information extracted
from the newly constructed solutions. The pheromone related with edges in a non-dominated
solution will increase.

(5) Termination: if a problem-specific stopping condition is met, such as the number of iterations
and the running time, the algorithm stops and outputs the non-dominated solution set, otherwise
go back to step 2.

In the process of solving a multi-objective optimization problem, the difference of each ant
algorithm is mainly reflected in step (1), step (2) and step (4). The differences in the initialization,
solution construction, and the update of pheromone matrices, result in different improved MOACOs.

The differences in the initialization of ant colony optimization algorithms are mainly reflected
in the following points: single-group/multiple-group, single-pheromone/multi-pheromone matrix,
single-heuristic/multi-heuristic matrix and so on. Single-group/multi-group mainly refer to whether
divide all the ants into single or multiple different groups. The single-group means that all the ants in
one group share the same pheromone information and the same heuristic information in the algorithm.
That is, the change of pheromone will affect all the solutions. Multi-group means that the ants in
the algorithm are divided into many groups. Each group has its pheromone information matrix.
The ants in the same group share one pheromone matrix and one heuristic matrix. The ants in the
different group use different pheromone information. However, the groups are not unrelated, and
they interact with each other through exchanging the solutions generated by the ant in its group,
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such as exchanging the non-dominated solutions generated by the marginal ants of the group. It is
also possible to merge the non-dominated solutions generated by each group and then reassign
them into each group. The main idea is to update the pheromone information of the group by
using the non-dominated solution generated by other groups to achieve the purpose of cooperation.
The single-pheromone/multi-pheromone matrix refers to the number of pheromone matrices that
exist in the algorithm. The single pheromone matrix means that there is only one pheromone matrix
in this kind of algorithms. All the ants share the same pheromone when they construct solutions,
and also update the same pheromone matrix. The multi-pheromone matrices refer to the existence
of more than one pheromone matrices in the algorithm. Each pheromone matrix corresponding to
an objective, and each pheromone matrix will affect the construction of solutions. The algorithm
aggregates multiple pheromones into a pheromone by means of weighted sum, weighted product,
or random method. Whether all the ants share a pheromone matrix or ants in each group share a
pheromone matrix directly affects the implementation of the algorithm subsequent steps. Similarly,
the single-heuristic/multi-heuristic matrix refers to whether an algorithm uses one or more heuristic
matrices. The single heuristic matrix refers to the fact that the algorithm has only one heuristic
information matrix, and all the ants use the same heuristic information in the process of constructing
the solution. The multi-heuristic matrix means that more than one heuristic information matrices exist
in the algorithm. When constructing the solution, the algorithm must aggregate multiple heuristic
information matrices into one heuristic information matrix, just like aggregating the pheromone
information. The difference in the number of heuristic matrices also has a significant influence
on the construction of the final non-dominated solution set. If using a single heuristic matrix, the
non-dominated solution set is mainly an approximation to the central part of the Pareto Front. However,
if using multi-heuristic matrices, the non-dominated solution set is an approximation to both ends of
the Pareto Front [35].

There are many differences in the construction process of the ACO algorithm. Ants construct
new solutions by using a probabilistic rule to choose which city to visit next. The rule is a function of
pheromone information and heuristic information. This function is used to calculate the probability
of visiting an unvisited city. Then the roulette wheel selection way is used to choose the city to
visit next. The differences in the construction process of these algorithms are mainly reflected in the
probability functions they use. They make ants choose paths differently, which directly influences the
algorithm performance.

There are several strategies to choose when updating pheromone information. We can use
different non-dominated solutions to update the pheromone matrix. For example, you can use all
non-dominated solutions that have been generated so far to update the pheromone matrices. You can
also use the non-dominated solutions generated in the current iteration to update the pheromone
matrices. It is also possible to use the optimal solution generated in the current iteration of each weight
vector to update the pheromone matrices. You can use the optimal solution related to each objective to
update the pheromone matrices and so on. There are a variety of ways to update the pheromone. Just
like the probability function, each different updating way directly affects the quality of the solution.

3. Classification of Multi-Objective Ant Colony Algorithms

In recent years, many excellent multi-objective ant algorithms have been proposed. We classify
and analyze them from different aspects. The solving strategies they use are divided into two types:
one is based on non-dominated ordering and the other is based on decomposition. The former
determines the solution set according to the domination relations of each solution constructed by
each ant. The probability function uses the weighted sum, weighted product, stochastic or other
aggregation methods to construct. In this way, it can obtain more solutions. However, the solutions’
distribution is not uniform. They are usually concentrated in a specific direction. The latter decomposes
a multi-objective optimization problem into a number of single-objective optimization problems, and
gives a weight vector to each sub-problem. Each sub-problem stores a historical optimal solution in its
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direction. Then, sub-problems are solved simultaneously. This kind of method makes the distribution
of the solutions more uniform, but the number of solutions may be lower.

The specific classification of multi-objective ant colony algorithm is shown in Figure 2, in which
the local update/no local update means whether pheromone is updated in the process of constructing
solutions. For the local update way, every time an ant passes an edge, it will update the pheromone on
it. The core idea is to reduce the probability of being selected by other ants, encourage other ants to
explore a new edge, and finally increase the diversity of an ant’s selection. No local update means that
the pheromone is not updated when ants construct solutions. After all the ants construct their solutions,
the pheromone matrix is update. From it, we can intuitively understand the difference between the
algorithms related to leaf nodes. Through different construction methods, there are different types of
ant colony algorithm. The solution set achieved by these algorithms have great differences in solving
the multi-objective TSP problem. As shown in this figure, the existing multi-objective ant colony
algorithm is divided into two types. One is based on non-dominated sorting, and the other is based
on decomposition. Different types of algorithm have great differences in the construction methods.
The same class algorithms also have some differences. From all the leaf nodes, we select one or two
algorithms to introduce its construction principle, and compare it with other types of algorithm.
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3.1. Multi-Objective Ant Colony Algorithms Based on Non-Dominated Sorting

This kind of algorithm mainly adopts the strategy of non-dominated sorting in evaluating the
solution. The solution of non-dominated solutions formed by this strategy may not be uniform, which
corresponds to a part of PF. This kind of algorithm is divided into two types according to the number
of pheromone matrices used.

3.1.1. Single-Pheromone Matrix

These algorithms mainly include MOAQ [36], MACS [37], CPACO [38], PSACO [39], mACO-3 [40]
and so on. The MOAQ algorithm uses two heuristic matrices and two weights {0,1}. When the heuristic
matrix corresponds to the weight vector {0,1} and {1,0}, we choose one from the two heuristic matrices.
MACS can be seen as a variant version of MOAQ. The only difference between them is the number
of weight vectors in aggregating heuristic information. MOAQ uses two weight vectors {0,1} and
{1,0}, while MACS uses more than two weight vectors. The different number of weights has a great
influence on the solution. The CPACO algorithm uses a state transition rule and a pheromone
update rule different from MOAQ and MACS. And the incremental part is related to the level of
each non-dominated solution. The PSACO algorithm is based on ant system (ant colony, AS [41]).
The biggest change is about the pattern of pheromone updating rule. Two sets of solutions exist.
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One is the non-dominated solution set generated. The other is a fixed number of global optimal
solutions. Through these two sets of solutions, the solution quality of each non-dominated solution set
is calculated, and the result is applied to the pheromone update formula as a parameter. The mACO-3
uses one pheromone matrix, and its innovation is that pheromone on the same edge can only be
updated once when iterating through a pheromone. We choose two representative algorithms from
this type of algorithm.

MOAQ algorithm: the algorithm uses one pheromone matrix and two heuristic matrices. All ants
share the same pheromone matrix. Each heuristic matrix is responsible for one objective. The MOAQ
algorithm divides all the ants into two groups using two weights {0,1}. One uses the weight vector
{1,0} and the other uses the weight vector {0,1}. This means that one group of ants uses only the first
heuristic matrix, and the other one uses only the second heuristic matrix. This shows that the ants do
not aggregate the two heuristic information matrixes of the two objectives, but rather that they choose
one from the two. The algorithm uses all non-dominated solutions generated so far when updating
the pheromone information.

MACS algorithm: this algorithm uses a pheromone matrix and many heuristic matrices. Each
heuristic matrix is responsible for one objective. Each ant has a weight vector, and all heuristic matrices
are aggregated by weighted product. The weight vectors between two ants are different, and all
non-dominated solutions are used to update the pheromone information. MACS can be seen as a
variant of MOAQ. The only difference between them is the number of weight vectors when aggregate
heuristic information: MOAQ uses two weight vectors {0,1} and {1,0}, while MACS uses more than two
weight vectors. This is because the different number of weights has a great influence on the algorithm.
Therefore, this paper chooses these two algorithms for experimental comparison.

3.1.2. Multi-Pheromone Matrix

These algorithms are divided into two types based on the number of heuristic matrices used.

(1) Single-heuristic matrix: the single heuristic matrix means that all ants in the algorithm share a
heuristic matrix in the process of constructing the solution, including PACO [42], mACO-4 [40]
and so on. The PACO algorithm is updated in a special way, using the best solution and
second-best solutions to update pheromone information. The pheromone aggregation method
used in mACO-4 is the same as mACO-1, but mACO-4 uses only one heuristic information matrix.

• PACO algorithm: this algorithm uses many pheromone matrices and one heuristic matrix.
All ants share this heuristic matrix. Each pheromone matrix is responsible for one objective.
As with the MACS, each ant has a weight vector, and all pheromone matrices are aggregated
by using the weighted sum. This algorithm uses the best solution and second-best solutions
of each objective to update pheromone information. The non-dominated solutions generated
by the single-heuristic matrix mainly approximate to the central part of the Pareto Front [35].

(2) Multi-heuristic matrix: this kind of algorithm uses a number of pheromone matrices and
many heuristic matrices. According to the number of groups, these algorithms are divided
into single-group and multi-group.

(a) Single-group: the representative algorithms for this kind of algorithms are
BicriterionAnt [43], AMPACOA [44], mACO-1 [40] and so on. Each ant in BicriterionAnt
has a weight vector to aggregate pheromone information and heuristic information.
AMPACOA is based on the first generation ant colony algorithm AS, and its characteristic
is its pheromone updating way. This algorithm assigns a weight to each non-dominated
solution based on the length of time when the non-dominated solution added. The weight
is used to compute the coefficients of this non-dominated solution, and the coefficient
of each non-dominated solution is related to the pheromone increment. The mACO-1
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uses many ant groups. Each ant group is responsible for one objective, and it also has an
additional ant group. It aggregates pheromone information and heuristic information of
each ant group randomly by the weighted sum. The best solution for each group is used
to update the respective pheromone matrices. The optimal solution for each objective
generated by the additional group is to update the pheromone matrices of other groups.

• BicriterionAnt algorithms: this algorithm uses many pheromone matrices and many
heuristic matrices, all of which are aggregated by the weighted sum. The number of
weights equals the ants’, and each ant has a weight vector. When constructing the
solution, the ants first calculate the probability of each untapped city by aggregating
pheromone information and heuristic information. Then select the next city to go by
roulette wheel selection. This algorithm uses the non-dominated solution generated
by the current iteration to update the pheromone information.

(b) Multi-group: this kind of algorithm differs from the single group in using more than one
ant groups, including MOACO [45], mACO-2 [40], COMPETants [46], MACC [47] and so
on. The MOACO algorithm uses multiple weights, but if the number of weights is less
than the number of ants, the same weight may be used by different ants. The pheromone
used by mACO-2 is the sum of the pheromones of all groups, rather than the weighted sum
method used by mACO-1. The COMPETants algorithm divides the ants into three groups,
each with a weight w = {0,0.5,1}. Each group of ants uses its weight vector to aggregate
pheromone matrices and heuristic matrix to construct solution. The MACC algorithm
divides the ants into multiple groups. Each group is responsible for one objective, and has
its heuristic information and pheromone information. The pheromone matrice of each
group is updated based on the best solution generated in the current iteration.

• MOACO algorithm: the MOACO algorithm uses multiple pheromone matrices and
more heuristic matrices. Each pheromone matrix and heuristic matrix is responsible
for one objective. All the ants are divided into many groups. Each group has multiple
weights, and each ant in the group has a weight vector. If the number of weights in
the group is less than the number of ants, the extra ants are assigned weights from the
beginning. That is, it is possible that two or more ants in a group may use the same
weight vector. The ant uses its weight vector to aggregate the pheromone information
and heuristic information by the weighted product method. It then calculates the
probability of the unvisited city to move to, and chooses the next city to visit by
wheel roulette selection to construct the solution. Finally, it uses the non-dominated
solution generated by current iteration to update the pheromone information.

3.2. Multi-Objective Ant Colony Algorithms Based on Decomposition

This kind of algorithm decomposes a multi-objective optimization problem into a number of
single-objective optimization sub-problems. Each sub-problem has a weight. In this way, solving a
multi-objective problem is transformed into solving multiple single-objective sub-problems, and each
sub-problem has a best solution. The distribution of the non-dominated solution by this strategy is
relatively uniform, but the number of non-dominated solutions is small. This algorithm has no local
update in the process of constructing the solution. According to this, this kind of algorithm is divided
into two types: local updating and no local updating.

3.2.1. Local Updating

This multi-objective ant colony algorithm is based on decomposition and ants use the
local updating rule when they construct the solution. The representative of the algorithm is
MOACO/D-ACS [48].
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MOACO/D-ACS algorithm: this algorithm uses the Tchebycheff approach [49] to decompose a
multi-objective problem into multiple single-objective sub-problems. Each sub-problem is assigned a
weight vector, and this algorithm preserves the aggregated pheromone matrices and heuristic matrix
before constructing the solution. Each ant may solve multiple sub-problems in an iteration, and more
than one ants may solve a sub-problem. When constructing the solution, generate a uniformly random
number from (0,1). If it is smaller than a control parameter, choose the city with the largest probability.
Otherwise, select the city according to the roulette wheel selection. When updating the pheromone of
the sub-problems, use the best solution of this sub-problem. Since in each iteration process, an ant may
solve multiple sub-problems, it will result in multiple solutions. So there may be different pheromones
that are updated by the same solution, and then the sharing of pheromone among sub-problems is
better achieved. The MOACO/D-ACS algorithm adds a local updating rule. Ants visit edges and
change their pheromone level by applying the local updating rule. The main idea is to reduce the
probability of being selected by other ants, to encourage other ants to explore the new edges as well as
increasing the diversity of ant selection.

3.2.2. No Local Updating

No local updating algorithms do not use the local updating rule when ants construct the
solutions. They mainly include MOEA/D-ACO [50], MOACO/D-AS [48], MOACO/D-MMAS [48].
The MOEA/D-ACO algorithm allocates a number of neighbor ants for each ant based on the Euclidean
distance of the sub-problem weights. This makes it easier for marginal neighbors in the different
group to communicate, and increases the link within the group. The MOACO/D-AS algorithm is
based on the decomposition and it combines the advantages of the MOACO/D [49] algorithm with
the first-generation ant colony algorithm AS. MOACO/D-MMAS algorithm sets the maximum and
minimum value of the pheromone and initializes the pheromone to the maximum value.

MOEA/D-ACO algorithm: after the ant colony algorithm based on decomposition, Liangjun
Ke et al. combined the multi-objective evolutionary algorithm (EA) with an ant colony algorithm
based on evolutionary decomposition. This algorithm decomposes a multi-objective optimization
problem into a number of single-objective optimization problems by Tchebycheff approach. Each
sub-problem has a weight vector, a heuristic information matrix, and an optimal solution. According
to the Euclidean distance of the sub-problem weights, the ants are divided into groups and each ant
has some neighbors. Each group has its pheromone matrix, and the ants in the same group share
this pheromone matrix. Each ant is responsible for solving one sub-problem. Ants construct a new
solution by aggregating the pheromone of its group, the heuristic information of the sub-problem and
the optimal solution of the sub-problem. According to the objective function of the sub-problem, each
ant uses the new solution constructed by its neighbors to update its optimal solution. This enables
collaboration among different ant groups, since two neighbors may not be in the same group.

4. Experimental Comparisons of Typical Multi-Objective Ant Colony Algorithms

A very representative example of MOPs is the multi-objective TSP problem, which is often
used as a benchmark for evaluating the performance of multi-objective optimization algorithms.
This paper uses the standard multi-objective TSP problem as a study case and a test case to analyze the
performance of MOACOs. It is defined as follows: a traveling businessman starts from one city. Each
city must be visited and can be visited only once. After visiting all the cities, he needs to go back to the
starting city. This problem is to find the shortest path. In this paper, the multi-objective TSP problem
is taken as an example, and its structure chart is an undirected graph. In order to understand the
multi-objective TSP problem better, Figure 3 gives an example. The (1,2) on the edge A→B represents
the two different objective values (for example, the distance and time) of the multi-objective TSP
problem. The distance and time on the edge B→A are the same as those on the edge A→B. Suppose a
traveling businessman starts from city A and walks through all the cities in the graph, and each city
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must be visited and can only be visited once, then finally returns to city A. We want to find all the
non-dominated solutions from the possible paths.Information 2018, 9, x FOR PEER REVIEW  9 of 19 
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According to Figure 3, this is a specific multi-objective TSP problem example. The process of
solving this problem by ant colony algorithm is as follows:

1. Initialization: initialize the parameters of the algorithm, the pheromone information and heuristic
information. Initialize the objective1, the objective2 and the pheromone τ on each edge. Such as
edge (A, B) and initialize the parameters: α, β, λ, ρ etc. According to the weight λi, calculate the
pheromone matrix τi and heuristic matrix ηi of each ant.

2. Solution construction: each ant constructs a solution based on a probability function P consisting
of pheromone information and heuristic information. Through the following probability function,
each ant i constructs a path according to its τi and ηi.

Pi
m,n =

(
τi

m,n
)α(

ηi
m,n

)β

∑
l∈C

(
τi

m,l

)α(
ηi

m,l
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where C represents a set of all the cities that are connected with the city m and unvisited by the
ant i.

3. Solution evaluation: evaluate the solution of each ant in step 2. Store the non-dominated solution
in the non-dominated solution set according to the relationship of dominance. Moreover eliminate
the dominated solution.

4. Update of pheromone matrices: updating pheromone information τ on all edges: If the edge is
in the non-dominated solution, it is updated by pheromone increment. Otherwise, volatile the
pheromone, that is, the pheromone increment is 0. The formula is as follows:

τi
m,n = ρτi

m,n + ∆τ

where ρ is the volatilization factor and ∆τ is the pheromone increment.
5. Termination: determine the number of iterations whether met the max value or whether the

runtime is over. If there is no end, return to step 2 to continue. Otherwise, output the set of
non-dominated solutions, then the algorithm is ended.

In this paper, the comparison of these algorithms is done by solving the specific multi-objective
TSP problem. In the experiment, we selected the seven algorithms described above: MACS, PACO,
MOACO, MOACO/D-ACS, MOEA/D-ACO, and nine standard multi-objective TSP test cases [51]
kroAB100, kroAC100, kroAD100, kroCD100, kroCE100, euclidAB100, euclidCE100, kroAB150,
kroAB200 that can be downloaded from http://eden.dei.uc.pt~{}paquete/tsp/. The parameters
of these algorithms are using the parameter settings in their respective algorithm papers.
The MOEAD/ACO parameters are set as α = 1, β = 10, ρ = 0.95, τ = 0.9 and T = 10, where T is
the swarm size. The MACS parameters are set as α = 0.9, β = 1.0, ρ = 0.1, T = 10. The PACO parameters
are set as α = 1.0, β = 1.0, ρ = 0.1, τ = 1.0, T = 10. The MOACO parameters are set as α = 1.59, β = 2.44,

http://eden.dei.uc.pt~{}paquete/tsp/
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ρ = 0.54, τ = 0.69, T = 10. The MOACO/D parameters are set as α = 1.0, β = 2.0, ρ = 0.02, Γ = 2, N = 20,
where Γ is the number of ants in each sub-colony and N is the number N of sub-problems.

The performance of the algorithm has a great relationship with the number of ants and the size
of the city. In order to avoid the algorithm from getting into the local optimum prematurely, it is
important to let ants explore new paths. The formula for the termination of the algorithm which
is generally used in the paper [50] is as following: N × 300 × (n/100)/2. Where N represents the
number of ants, and n represents the number of cities. All the experiments are conducted in the same
environment and implemented in the C language, and the MOEA/D-ACO algorithm was written by
us. The original author provides the remaining six algorithm programs. We run 30 times for each
algorithm to solve the same problem and compared the non-dominated solution set with the other
algorithms by the hyper-volume indicator (H-indicator) [52–54] and the hypothesis test [54]. At the
same time, the convergence of these algorithms including MOEA/D-ACO, MACS, MOACO/D-ACS,
MOACO and PACO was analyzed on the test cases including kroAB100, kroAB150 and kroAB200 of
different sizes. The performance of these algorithms is assessed based on the hyper-volume indicator
in this paper, since it possesses the highly desirable feature of strict Pareto compliance. Whenever one
approximation completely dominates another approximation, the hyper-volume of the former will be
greater than the hyper-volume of the latter.

4.1. Comparison Based on H-Indicator

In this section, each algorithm runs 30 times independently based on the best parameter set in
their paper under the nine test cases. Then we transform the experimental results of each algorithm
into a H-indicator value. After that, the performance of each algorithm is analyzed by box plot and
mean-variance table.

The box plots based on the H-indicator is shown in Figure 4. The H-indicators were obtained
by seven algorithms solving the nine standard multi-objective TSPs. There are five solid lines and a
dotted line in the box plot. The solid line from top to bottom successively represents the maximum
point (there may be abnormal points), 1/4 digits, median, 3/4 digits, and minimum (there may be
abnormal points). The dotted line represents the mean value. Because we want to find the minimum
optimal value, the smaller the value of the H-indicator, the better the quality of the solution.
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Figure 4. The box plots based on the H-indicator on some instances shown as in (a) a-kroAB100, (b) 
i-kroAC100, (c) c-kroAD100, (d) d-kroCD100, (a) e-kroCE100, (f) f-euclidAB100, (g) euclidCE100, (h) 
h-kroAB150 and (i) i-kroAB200. 
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So through the box plots we can intuitively see which algorithm is better at solving the problem.
If an algorithm has a smaller box value or a smaller mean value on the problem, we can determine
the algorithm has better solutions on this problem. If these boxes are aggregated, it can be considered
that the solution of the algorithm on this problem is relatively stable. Through the box plots of the
nine questions above, it can be seen that the performance of the MOEA/D-ACO algorithm in solving
these nine problems is better than the other six algorithms. However, in addition to the kroAD100, the
MOEA/D-ACO algorithm is not as stable as most of the other algorithms on the other test cases.

The hyper-volume indicator is strictly monotonic and is widely used in the comparison of
multi-objective optimization algorithms. This indicator determines the distance between the set of
solutions with the Pareto Front by calculating the size of the volume between each solution set and the
Pareto Front. If the solution is closer to the Pareto Front, the solution set is better, otherwise it is worse.
We run each algorithm 30 times on each problem. We then transform the non-dominated solution set
into H-indicator. Finally, we compare and analyze according to these four aspects: maximum (the
smaller, the better), minimum, mean, standard deviation, as shown in Table 1 below.

Table 1. Mean variance.

Case Algorithm Max Min Mean Standard

kroAB100

MOEA/D-ACO 0.1062 0.0505 0.0767 0.0144815
MACS 0.1924 0.1675 0.1823 0.0054743

MOACO/D-ACS 0.3412 0.3037 0.3236 0.0105447
MOACO 0.3452 0.2985 0.3254 0.0093617

PACO 0.4076 0.3695 0.3912 0.011176

kroAC100

MOEA/D-ACO 0.1264 0.0734 0.0989 0.0115925
MACS 0.1995 0.1723 0.1885 0.0051235

MOACO/D-ACS 0.3475 0.3211 0.3352 0.0063372
MOACO 0.3472 0.3182 0.3352 0.0077542

PACO 0.2612 0.2285 0.2413 0.0086281

kroAD100

MOEA/D-ACO 0.8672 0.0638 0.1035 0.1443142
MACS 0.2103 0.1881 0.2022 0.0050040

MOACO/D-ACS 0.3404 0.3102 0.3283 0.0066690
MOACO 0.3412 0.3173 0.3312 0.0074212

PACO 0.1802 0.1401 0.1612 0.0089611

kroCD100

MOEA/D-ACO 0.1201 0.0624 0.0925 0.0122063
MACS 0.2123 0.1912 0.2021 0.0057761

MOACO/D-ACS 0.3412 0.2971 0.3251 0.0103092
MOACO 0.2121 0.1912 0.2021 0.0057761

PACO 0.1853 0.1582 0.1713 0.0074041
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Table 1. Cont.

Case Algorithm Max Min Mean Standard

kroCE100

MOEA/D-ACO 0.8363 0.0857 0.1337 0.1378296
MACS 0.2090 0.1932 0.2017 0.0040522

MOACO/D-ACS 0.3828 0.3482 0.3601 0.0083833
MOACO 0.3803 0.1986 0.3602 0.0509902

PACO 0.2784 0.2451 0.2793 0.0072993

euclidAB100

MOEA/D-ACO 0.9044 0.0853 0.1427 0.1452584
MACS 0.2469 0.2254 0.2355 0.0054608

MOACO/D-ACS 0.3359 0.3102 0.3236 0.0070820
MOACO 0.3568 0.3224 0.3371 0.0074314

PACO 0.1926 0.1693 0.1808 0.0066197

euclidCE100

MOEA/D-ACO 0.0703 0.0319 0.0548 0.0101184
MACS 0.4239 0.0681 0.3925 0.0924695

MOACO/D-ACS 0.5572 0.5305 0.5432 0.0074305
MOACO 0.5597 0.5352 0.5454 0.0055957

PACO 0.3638 0.3543 0.3582 0.0026483

kroAB150

MOEA/D-ACO 0.9661 0.0797 0.1395 0.1555635
MACS 0.2010 0.1998 0.2086 0.0036208

MOACO/D-ACS 0.4149 0.3901 0.4066 0.0309838
MOACO 0.3102 0.2758 0.2913 0.0060745

PACO 0.3061 0.2887 0.2976 0.0071204

kroAB200

MOEA/D-ACO 0.1673 0.0901 0.1387 0.0139102
MACS 0.2506 0.2333 0.2398 0.0042814

MOACO/D-ACS 0.4664 0.4439 0.4566 0.0055929
MOACO 0.4665 0.4455 0.4569 0.0044351

PACO 0.2833 0.2459 0.2697 0.0095473

It can also be seen from Table 1 that the MOEA/D-ACO algorithm has the minimum mean H
value on each problem. The minimum value is best. In other words, the MOEA/D-ACO algorithm
is the best. As for the maximum value, this is the best in most of the test cases except the kroAD100,
kroCE100 and euclidAB100. However, regarding standard deviation, the performance of this algorithm
is not good in most cases. This shows that the stability of this algorithm for these problems is weak,
which is consistent with the conclusions of the box plots. Besides, we analyze the performance of each
algorithm from six aspects. The six aspects are the maximum, the minimum, the mean, the standard
deviation, the median and the quality of the solution (H-indicators as small as possible). At the same
time, in every aspect of each problem, we have listed the best algorithm. The specific results are shown
in Table 2.

Table 2. Comparison of several algorithms.

Max Min Mean Standard Middle Quality

kroAB100 MOEA/D-ACO MOEA/D-ACO MOEA/D-ACO MACS MOEA/D-ACO MOEA/D-ACO
kroAC100 MOEA/D-ACO MOEA/D-ACO MOEA/D-ACO MACS MOEA/D-ACO MOEA/D-ACO
kroAD100 PACO MOEA/D-ACO MOEA/D-ACO MACS MOEA/D-ACO MOEA/D-ACO
kroCD100 MOEA/D-ACO MOEA/D-ACO MOEA/D-ACO BicriterionAnt MOEA/D-ACO MOEA/D-ACO
kroCE100 MACS MOEA/D-ACO MOEA/D-ACO BicriterionAnt MOEA/D-ACO MOEA/D-ACO

euclidAB100 PACO MOEA/D-ACO MOEA/D-ACO MACS MOEA/D-ACO MOEA/D-ACO
euclidCE100 MOEA/D-ACO MOEA/D-ACO MOEA/D-ACO PACO MOEA/D-ACO MOEA/D-ACO
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4.2. Convergence Analysis Based on H-indicator

In this part, several algorithms are selected for comparison. Moreover, the convergence analysis of
these algorithms is tested in different scale test cases. The purpose is to obtain the number of maximum
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fitness evaluations of the algorithm in different scale test cases. Finally, we evaluated the performance
of the algorithm after convergence. kroAB100, kroAB150, kroAB200 and other different scale cases are
selected as test cases, MOACO/D-ACS, MOEA/D-ACO, MACS, MOAQ, PACO and so on are chosen
as test algorithms.

As shown in Figure 5, the x-axis represents the number of fitness evaluations. With the size of
the problem increasing, the number of fitness evaluations is also increasing. The y-axis represents
the H-indicator value. As can be seen from the figure, with the increase in the scale of test cases, the
location of convergence of each algorithm is also increasing.
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4.3. Comparison of Hypothesis Testing

In order to determine the performance of each algorithm on the same problem more accurately,
we use the statistical hypothesis test to analyze the H-indicator of each algorithm. The results are
shown in Tables 3–11 below.

Table 3. Kruskal–Wallis test on kroAB100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 1.0 × 10−8 2.6 × 10−32 4.5 × 10−35 2.1 × 10−71

MACS >0.05 - 7.4 × 10−15 2.3 × 10−17 8.3 × 10−56

MOACO >0.05 >0.05 - 1.9 × 10−5 7.5 × 10−31

MOACO/D-ACS >0.05 >0.05 8.1 × 10−5 - 4.4 × 10−28

P-ACO >0.05 >0.05 >0.05 >0.05 -

Table 4. Kruskal–Wallis test on kroAC100 based on H-indicator.

kroAC100/H-Indicator

MOEA/D-ACO BicriterionAnt MACS MOACO MOACO/D-ACS MOAQ P-ACO

MOEA/D-ACO - 7.8 × 10−66 1.1 × 10−10 1.3 × 10−93 6.3 × 10−93 6.1 × 10−45 1.0 × 10−42

BicriterionAnt >0.05 - >0.05 4.1 × 10−25 4.0 × 10−24 >0.05 >0.05
MACS >0.05 6.5 × 10−47 - 9.9 × 10−79 6.0 × 10−78 5.8 × 10−24 4.8 × 10−22

MOACO >0.05 >0.05 >0.05 - >0.05 >0.05 >0.05
MOACO/D-ACS >0.05 >0.05 >0.05 >0.05 - >0.05 >0.05

MOAQ >0.05 2.3 × 10−13 >0.05 1.6 × 10−49 1.6 × 10−48 - >0.05
P-ACO >0.05 3.0 × 10−14 >0.05 6.4 × 10−50 5.9 × 10−49 >0.05 -

Table 5. Kruskal–Wallis test on kroAD100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 5.5 × 10−24 3.7 × 10−72 1.0 × 10−69 7.4 × 10−7

MACS >0.05 - 3.8 × 10−40 3.6 × 10−37 >0.05
MOACO >0.05 >0.05 - >0.05 >0.05

MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05
PACO >0.05 3.6 × 10−10 4.2 × 10−59 2.1 × 10−56 -
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Table 6. Kruskal–Wallis test on kroCD100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 3.7 × 10−48 8.4 × 10−105 2.3 × 10−105 1.0 × 10−18

MACS >0.05 - 1.7 × 10−61 2.6 × 10−62 >0.05
MOACO >0.05 >0.05 - >0.05 >0.05

MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05
PACO >0.05 1.0 × 10−18 2.7 × 10−85 5.9 × 10−86 -

Table 7. Kruskal–Wallis test on kroCE100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 2.3 × 10−16 3.5 × 10−66 1.7 × 10−66 7.7 × 10−5

MACS >0.05 - 1.0 × 10−39 2.2 × 10−41 >0.05
MOACO >0.05 >0.05 - >0.05 >0.05

MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05
PACO >0.05 6.9 × 10−7 4.0 × 10−55 5.5 × 10−56 -

Table 8. Kruskal–Wallis test on euclidAB100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 1.1 × 10−25 4.7 × 10−96 7.0 × 10−82 2.4 × 10−7

MACS >0.05 - 8.4 × 10−69 1.2 × 10−50 >0.05
MOACO >0.05 >0.05 - >0.05 >0.05

MOACO/D-ACS >0.05 >0.05 1.7 × 10−10 - >0.05
PACO >0.05 6.2 × 10−11 4.7 × 10−85 2.8 × 10−69 -

Table 9. Kruskal–Wallis test on euclidCE100 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 2.8 × 10−16 2.0 × 10−47 5.1 × 10−102 8.0 × 10−8

MACS >0.05 - 1.4 × 10−23 8.6 × 10−72 >0.05
MOACO >0.05 >0.05 - >0.05 >0.05

MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05
PACO >0.05 4.2 × 10−7 3.0 × 10−32 2.7 × 10−76 >0.05

Table 10. Kruskal–Wallis test on kroAB150 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS P-ACO

MOEA/D-ACO - 6.8 × 10−5 4.6 × 10−94 1.8 × 10−70 8.3 × 10−19

MACS >0.05 - 1.8 × 10−83 4.6 × 10−56 2.4 × 10−8

MOACO >0.05 >0.05 - >0.05 >0.05
MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05

PACO >0.05 >0.05 1.5 × 10−67 1.0 × 10−34 -

Table 11. Kruskal–Wallis test on kroAB200 based on H-indicator.

MOEA/D-ACO MACS MOACO MOACO/D-ACS PACO

MOEA/D-ACO - 4.4 × 10−16 1.7 × 10−115 8.1 × 10−117 4.6 × 10−44

MACS >0.05 - 2.7 × 10−103 7.2 × 10−105 1.3 × 10−18

MOACO >0.05 >0.05 - >0.05 >0.05
MOACO/D-ACS >0.05 >0.05 >0.05 - >0.05

PACO >0.05 >0.05 4.4 × 10−84 5.3 × 10−86 -

As shown in Tables 3–11 above, there are p values of the hypothesis test for each pair of
optimization algorithms QR (row) and QC (column) on the same problem. When the p value of
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an algorithm A is smaller than the p-value of algorithm B by 0.05, it means that there is a significant
difference. In other words, the solution of algorithm A is better than that of algorithm B. That is to say,
algorithm A is better than algorithm B in solving this problem. From Tables 3–11, we find that for all
test cases, the p-value of MOEA/D-ACO algorithm is smaller than that of the other algorithms by 0.05.
It can be seen that the solution of the MOEA/D-ACO algorithm is better than the other algorithms in
solving the same test case. This is consistent with the conclusion that we obtained by analyzing the
box plots.

4.4. Approximate Pareto Front

In this part, we select three representative examples kroAB100, kroAB150, and kroAB200.
By running these following algorithms 30 times independently, we obtain the approximate Pareto
Fronts for the MOEA/D-ACO, MACS, MOACO, MOACO/D-ACS and PACO. From Figure 6,
we can see that the solution set of MOEA/D-ACO algorithm on the first two test cases is better
than other algorithms. Its solution set is more approximated to the PF. However, MOEA/D-ACO
only approximates to a part of the Pareto Front, and the solution set of other algorithms is more
comprehensive. In the third graph, the solutions of the two algorithms based on decomposition,
MOEA/D-ACO and MOACO/D-ACS, are significantly better than those of other algorithms. However,
the solution set of MOACO/D-ACS only approximate to the middle part of the Pareto Front.
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It can be seen that the solution obtained by the MOACO algorithm based on non-dominated
sorting can obtain more solutions and may approximate to a specific part of the Pareto Front.
The distribution of these solutions is not uniform. By contrast, the solutions obtained by the MOACO
based on decomposition can approximate to the Pareto Front more uniformly. This kind of algorithm
only saves the best solution in each sub-direction. So, the number of solutions is lower. It can be seen
from the recent related works that the research and application about MOACO based on decomposition
has attracted lots of attentions and has become a hot topic in the multi-objective optimization area.
However, in a specific situation, it is essential to consider which kind of multi-objective ant colony
algorithm to choose in order to solve a problem and we should analyze the characteristics of the search
space related with it. If the distribution of the Pareto Front is decentralized, the advantage of using an
approach based on decomposition is more obvious.

5. Conclusions

Nowadays, theory and applied research on multi-objective ant colony optimization are
continuously developing. Researchers have tried to use the algorithm for various practical engineering
optimization problems. It has been shown that the multi-objective ant colony optimization algorithm
has a definite advantage for the discrete space optimization problem. Besides, some researchers have
tried to apply it to solve the multi-objective continuous optimization problem, and have also made
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achievements. In this paper, we provide the basic solving process of the multi-objective ant algorithm.
Meanwhile, we analyzed the various multi-objective ant algorithms proposed in recent years from
different aspects of solving strategies. We classified these algorithms completely and compared these
algorithms regarding solving quality, solving efficiency, and so on. Although the multi-objective
ant algorithm works well in solving the discrete combinatorial optimization problem, there are still
many problems to be solved today, such as how to prevent ants from getting into the local optimal,
the better approach to avoid the algorithm converging prematurely, the parameter setting of the
algorithm. It is possible to collect a variety of data related to the optimization process itself during
the operation of the algorithm. Therefore, effective information extracted from these data can guide
the optimization process effectively. Thus using the operational information to guide the process of
multi-objective ant colony optimization will be an effective way to improve its performance further.
The number of optimization objectives is increasing because the optimization problem becomes more
complicated. The phenomenon has made the study of the many-objective optimization problem more
popular in the recent two years. Related research results into the many-objective optimization problem
are also increasing rapidly. Therefore, how to use the ant colony optimization algorithm to solve
many-objective optimization problems effectively is a future research direction. Moreover, related
research on theoretical analysis is mainly for single objective ACO algorithms. Little research has been
done for multi-objective ACO algorithms. So, research into the convergence analysis or explanation
that can be proved for the multi-objective ACO algorithm or many-objective ACO algorithm is
really needed.
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